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**w3resourse Problem (151-249) solve:**

151. Evaluate Expressions

Write a Java program to find the value of a specified expression.

a) 101 + 0) / 3  
b) 3.0e-6 \* 10000000.1  
c) true && true  
d) false && true  
e) (false && false) || (true && true)  
f) (false || false) && (true && true)

**Code:**

|  |
| --- |
| package Lab\_p2;  public class P\_151 {  public static void main(String[] args){  System.out.println("(101 + 0) / 3)-> " + ((101 + 0) / 3));  System.out.println("(3.0e-6 \* 10000000.1)-> " + (3.0e-6 \* 10000000.1));  System.out.println("(true && true)-> " + (true && true));  System.out.println("(false && true)-> " + (false && true));  System.out.println("((false && false) || (true && true))-> " + ((false && false) || (true && true)));  System.out.println("(false || false) && (true && true)-> " + ((false || false) && (true && true)));  }  } |

**Output:**
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152. Check Four Numbers Equal

Write a Java program that accepts four integers from the user and prints equal if all four are equal, and not equal otherwise.

*Sample Output*:  
Input first number: 25  
Input second number: 37  
Input third number: 45  
Input fourth number: 23  
Numbers are not equal!

**Code:**

|  |
| --- |
| package Lab\_p2;  import java.util.Scanner;  public class P\_152 {  public static void main(String[] args) {  Scanner scanner = new Scanner(System.in);  System.out.print("Input first number: ");  int num1 = scanner.nextInt();  System.out.print("Input second number: ");  int num2 = scanner.nextInt();  System.out.print("Input third number: ");  int num3 = scanner.nextInt();  System.out.print("Input fourth number: ");  int num4 = scanner.nextInt();  if (num1 == num2 && num2 == num3 && num3 == num4) {  System.out.println("Numbers are equal!");  } else {  System.out.println("Numbers are not equal!");  }  }  } |

**Output:**

![A screenshot of a computer code
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153. Test Doubles Between 0 and 1

Write a Java program that accepts two double variables and test if both strictly between 0 and 1 and false otherwise.

*Sample Output:*  
Input first number: 5  
Input second number: 1  
false

**Code:**

|  |
| --- |
| package Lab\_p2;  import java.util.Scanner;  public class P\_153 {  public static void main(String[] args) {  Scanner scanner = new Scanner(System.in);  System.out.print("Input first number: ");  double num1 = scanner.nextDouble();  System.out.print("Input second number: ");  double num2 = scanner.nextDouble();  boolean isInRange = (num1 > 0 && num1 < 1) && (num2 > 0 && num2 < 1);  System.out.println(isInRange);  }  } |

**Output:**

![](data:image/png;base64,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)

154. Print Boolean Matrix

Write a Java program to print the contents of a two-dimensional Boolean array where t represents true and f represents false.

Sample array:  
array = {{true, false, true},  
{false, true, false}};  
*Expected Output* :  
t f t  
f t f

**Code:**

|  |
| --- |
| package Lab\_p2;  public class P\_154 {  public static void main(String[] args) {  boolean[][] array = {  {true, false, true},  {false, true, false}  };  printBooleanArray(array);  }  public static void printBooleanArray(boolean[][] array) {  for (int i = 0; i < array.length; i++) {  for (int j = 0; j < array[i].length; j++) {  System.out.print(array[i][j] ? "t " : "f ");  }  System.out.println();  }  }  } |

**Output:**

![A white background with black text

AI-generated content may be incorrect.](data:image/png;base64,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)

155. Transpose 2D Array

Write a Java program to print an array after changing the rows and columns of a two-dimensional array.

Original Array:  
10 20 30  
40 50 60  
After changing the rows and columns of the said array:10 40  
20 50  
30 60

**Code:**

|  |
| --- |
| package Lab\_p2;  public class P\_155 {  public static void main(String[] args) {  int[][] originalArray = {  {10, 20, 30},  {40, 50, 60}  };  int rows = originalArray.length;  int cols = originalArray[0].length;  int[][] transposedArray = new int[cols][rows];  for (int i = 0; i < rows; i++) {  for (int j = 0; j < cols; j++) {  transposedArray[j][i] = originalArray[i][j];  }  }  System.out.println("Transpose array: ");  for (int j = 0; j < cols; j++) {  for (int i = 0; i < rows; i++) {  System.out.print(transposedArray[j][i] + " ");  }  System.out.println();  }  }  } |

**Output:**

![A white background with black text

AI-generated content may be incorrect.](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAYAAAACACAYAAAACsL4LAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAA/2SURBVHhe7d2xbtvIugfwP+8zLJQ8QGQIQbQ9WRl7biMjhRsbONuo4zTBAjbcxap0SoEENm6kTs05iNW4CMjmbOxK6leJIZB5AQv3HeYWJKUhRUmURDu25v8DBMTkiMMZkfo4Q0afIaWUICIi7fxPdgEREemBAYCISFMMAEREmmIAICLSFAMAEZGmGACIiDTFAEBEpCkGACIiTTEAEBFpigGAiEhTuweA0IVlGDByXwJ+tjwRET0LuwcAALA9SCkhAwem6UT/lh7sbDkiIno2ygkABYSuNR8VhD6EFY8SLAE/nBWCsJJy0Tp3thKAL+bLxbycJbLjjBC+st4wLAhhwXKjbblx3cJX9sMwYAkXSm0AAN8VsGZlLFjCz5RZXVckXY9hWBCp9QWt65+C/VykTJG6kn40rKTffIikfOYz8UXcx9u0m4geh9xV4EjT9ub/Np14hSdt2DJeoyyDhGlKxwtSayKBDNTFgbO4jcCRJkxpO3HBIJCOCZnsgpRSSs+WMB1lW4H0bFOayXuklJ4NCdOWnlphvP/JEs82pZ3Zz8Cz5+2VxepybFtmmxt49rwNhRXoHykL9LMsUKZIXcHiskwfJjwbEkCqX4jo59o9AKhSASBPXlBQBI60zeiLYv7K/4JReXYmAMhAOrapbMOUpp3+Ulp8T7LclNF3lCftnC8yKaV0zKSMXF9X4Egz1R7ltbKvchTpHynX97OU68sUrCtwsoHVzO1XInp+nmwKaD0f4mCAWiuI7yHsch+hirPucLadIOijhQEOFqaK8oww+ZFdtkqBukwHwaxNymt4pm5ojTL7Z53idVXP+qifd6Kb/aGL9vgE3Ua2FBE9R88nAIQTjFFH7U01/juEL9roZcsV4AsDljufq69WAdQAs/YmVa7XFvBDZU46dNEeO7hoAEADx/UBOtk5dl9gUG/hLN7NtXVVz9CqD9DM3DsIfQHDcpUla5TYP2ttVFcVF84YbTeE2xzgpJ8f1HgPgOgZyg4JtpI7zaFOF0Tz9AtTIJkphcCxle2Y0vacaJ4a8ZSLZ6emT6JF8+0lUxGeDWnb6rYgTdvLmQJKT99kp4mklNLL7FPudtbUJRe2k1/XOmv7p1A/FylTpC5VEK1bMffDewBEz48hpZ4pIX1h4OZYcrqiFCFcqwn0h7ORERE9f89nCoheLr+TmhYjopdByxGAaxk4HyV/mXACXrluzocwjtL3BWwPkkMqohdDywBAREScAiIi0hYDABGRphgAiIg0xQBARKQpBgAiIk0xABARaYoBgIhIUwwARESaKjEAhFH2LMPC8h989OEmWaYssaJcQXGGsPxfeS65LiKiPVNKAAh9AcvqYFK7wImZXZsI4YoJ3g/j384fdlHr7JA0PnRhHY1h5tZXcl1ERHuolABQbXQxHHZx1ljxgzp+B4Pae6gl3tSi35HfXAi3eQ44fbTq2XVl10VEtJ9KCQBFhJNxdhGqtTpGm6XfAgCEbhPndQ/DJb/gVmZdRET76skCQGl8gYPzOjz+6iQR0U5eXACIru57ODKiFINHPaB3tOxGMBERLfNkASBvCiacjBfy9K5TPZsnYJdSwrMB20tn9iqrLiKiffZkAQCNCzjjG8xyrIc+OoM6Wkvm8XfylHUREb1U2STBW1GTtSuvhQTggSftJCG5aUtvl/zgmUT0C/nIy6yLiGgPMSMYEZGmnm4KiIiInhUGACIiTTEAEBFpigGAiEhTDABERJpiACAi0hQDABGRphgAiIg0xQBARKQpBgAiIk0xABARaYoBgIhIU6UFgNAXsOIkLYYlkJ9+14drWWvKrONDJPXMXnkJ38uoi4hof5UTAEIXzaMxToIoSUvQqmFwYGW+dEO4YoL3wzihy7CLWifvi7sIG56SFEbKLtIJIsusi4hoP5USAPzOAHVviCTfSrVxhpY9Qiopl9/BoPYeakqWN7Ux2o9xaf6UdRERvVClBIBGd5hKyQj4uBmbUDMwRrl80/JSNxYzzwlsGBZE5ou93LqIiPZTKQEgLYRrtYHWfERQrga6qemfIY4nTSaFJyLaULkBIPQhrCbQz44IHlfjuI7eDSMAEdEmSgsAoS9gNW9w3M+/8s+bggknY5jqPFFJnrIuIqKXqpQA4AsLzZtj9IddNOIvf18Y6WmZxgWc8Q38ZLo+9NEZ1NHKixYr+MKCJVyE8XZC34V11IN9rAw5SqqLiGivZbPEb86TNiCR87K9TNHAk7YZrzdt6QWZ9QV5ji3NWT2mtPM2VFJdRET7ypBSymxQICKi/VfKFBAREb08DABERJpiACAi0hQDABGRphgAiIg0xQBARKQpBgAiIk0xABARaYoBgIhIUwwARESaYgAgItJUaQEg9F0IS8nSlfvz/GUmag/hi3hbhgFjocIy6yIi2j/lBABf4KA9wXE/TgrvnWB89JhJ4X0I4wBttBDEiehlKgNNmXUREe2ncgJAowup5AJ47KTwvjjC2Akw7DZQzfuJ/xLrIiLaV+UEgKzQx03vsZLC+7jp2SuTu5RXFxHR/io3APgimnM/aKPm5aeG3Fk4wdisoeELWPH8vyVc8NqeiGgz5QaARjeacw9amLSz9wBK8mOCEQYQ7Rr68fz/8KKGzsJNYCIiWqXcAJCoNtBt1XHemX8p503BbJWovXEMewTU+mfz+f8qgPFkVqS0uoiI9lgpAcAXBizhz6dhQh+i3Ut/4ZaWqL2BCwcYKMEl9G8wrteUImXVRUS0x7JJgre1kKjdycnCXmKids825wnoTUcubKrEuoiI9hGTwhMRaaqUKSAiInp5GACIiDTFAEBEpCkGACIiTTEAEBFpigGAiEhTDABERJpiACAi0hQDABGRphgAiIg0xQBAtE/uBYxLpj+lYhgA6GWaurAuxfNOBDR1YV0aMFoGv5SX8uFeWVEfXQm40+x6TdyLqA+uNz1KQrhX1tb9tvuPwd0LGP/pZZcCrxwEH85QBeBfGzhKsjTGy79cGTh/mC+TH84Q3lk4+GukbCRi/iPA8LCav77uQZ4qCeGnLqw/zzEy1EKAWXfQP432ZxPhnUDzv71oe9KE/b919KbHkKeNwu3K3c7vfdS+NoHTIc4qS+pSy/zfkn5Guh7kbUfZ56JlUm3LqnvwcLS27cG7wfrPa0v+tYF2JTouVOGdhSb6C8s3VdZ2Ij7E5Q2O/9XFti0vd3+eixDu9Re8V85L/1oAp9v304t2L2B8S5+nhWz7PpT1c9APjjQ/OalF3q0p8dmb//0Z0v6eKiLldztVZs6T9kdb5q2RctX7EovvD25NiU85Pxu9yndbmmo9D560P2HjdgW3tnQeUiWkd2tLfDRny4uUyevnhWUF9rlQmQJtW7d+5bJdPDjSXHJ8BLemNG83+pRzlbWdyOLxuKly9+eZ+G4vtGkv21nU1udJIG31e2IDjzQFFA3MzcrzycBVPRzCq5yjc59ds1w4HWM0nSBMhleVBrq/2ZlS6/jofKvNrvITjcMunNeblEkL7yxYd4sTIEX2uUiZrF2GmWUL7wcY/XqcvkqMp1sO/hph9NdBNJxuGTAuF/fbvxOwrubrrWslmVHR7UxdiGTqIpm+uF/8PHa2wf4snW5KpheuBMRV9F5x70f/bhmwUtMO8+VJPSLnOEM8CjNaRu5xWEQ4XRxiVit1jKbpbH7rhfCvlc/i0oK4zp4fxdoV3ot5P7YMWNcCVqY/Vx4/Sl+7yj6l+xjx6Cd9/PgL51eRdgFAFce/jjDY5vjLRoStPDjS/AiJS+X1yZaeEpEKXy1Kuf6Kaen7Evnv3+bqIri1pfkpbtNHU9q3XmoUsbZdD076ajtPkTJysZ+XtWXdPhct431WPs+cK4y1bV+1bAfe51VtX/0Ze59NaX/PXHVmR0QFtiNlIAO1Px6c3GMukn88bmL9/iSW1PXgSPNj3Pb4OEr+rZZ3PqfPWxn3j51Td3J8FNuvRblt2uZY+W5Ho/vZfgfS+5zedpF2BbemND+nz4Pge3q0Wej4Sfo62fZDIJ1P6rkSSOeTKR11O3mj8ALtmq2JZzg2Vd4I4LUD2ZazV/Ab0L5+uhtf/rUBscHVfVHVwy6GH+J2/dHH8fQIBwvR/AnF/Rz8w8yumSmyz0XKAID9z6jMspHItnb5vCYLV0pF+biZnuDibXoevfq2i5Npe2GksNL0CzrxFbDRMmB8OseSOzTPx+sTdN9WgUoNddg4jv89M3Ux+LuHo09Ku1oGDv7TQ+/bF3VLAIDGaXRs/PT7Em8v4FQGOEj2+7KJNk7QT/arYLu+fANODhup+4TVt2cYzu7dbHD8vD5BN6m/UkVNHd1Pv2BQaeFM3U7eKHxdu0pQXgDIqL7tolXp4WbLk/wx/JiOUK8U77yFaY9KFY1DB+Z0noB+rUoN9b9vVgfCImUyqofD3BOvyD4XKZN19mF+s/pnS51MP4UP8ecAtd8C5aLHw+pJtBfitYNAuZCbvZSHDMqSN90TTsdbTB1XcXY6nF98/tFHC4P0Bc0Ttqs8Bdq1o0cLAJi6aP9t4viX6M/GOxvjr+o8Vwj3aw/2uy3uXG8hvHfRnjq4eJtds8oI59fufK48nn/Gu/ezv9e3q4Hu70D7yk09shjeu7BmX8RFyiyX/kJfv8/Fyqy3vu2P403FXPjiSJmtC+HfWTBmj4s2cFwZoJOZKw3vRXRFlg0sy7YznWCMOmq/JFeYIfzr9uOPAJbtT1kqZ2hVBmiqc9px/xhXrrIksus9ALy9gDO9mR8/Ux+db3W0ci5sVvGvDVh3832uVgBUlHuQBdv1/h0wuF48B4Vynm50/CxTeR+NGNTtTH2Ir+kjaG27FD+mI5gbnr941MdA48cYu8owJ7wXaP5bffSwPx8mIbqxufDY4LrHQBX2PyW6v5T3GKh7ZQHv6hgkj0sCMOsehpnHrda1Kyrjovn1HKP4MUnzlY3WaRcN5aBZWWZZPyOq0/kjukIvss9Fyiw8Bpp51DSxqu2FPq+NAnJs6sL6c4JW7mOVPsTVEXpJH9Yd9A/PopMnKXEn0FYegTV/baF/mh76r9vOwmO0v58A/z5HD+pnoTwWq1rSl6ut3p+Vdf02mR87rxwEH2roXB6hBxvev45xc3mU2u9U/6w4d5JjJDk/tzL1Ia7jdr2y4WXOiSL8awM3sDH+O308Zz/TIu1Kfa7ZczC28vhRz9P48egfyrk076sQ7nUT5+P4/Hhlw3sHHP3Vmx0fRdsFhBCXTdTiz28TuwcAop9g2f8DINLOvYDxtbbFRcVjTgERPaLGoQP8t1PuFAjRixPC/TqGc7r5lz84AiAi0hdHAEREmmIAICLSFAMAEZGmGACIiDTFAEBEpCkGACIiTTEAEBFpigGAiEhTDABERJpiACAi0hQDABGRphgAiIg0xQBARKQpBgAiIk0xABARaYoBgIhIUwwARESaYgAgItIUAwARkaYYAIiINMUAQESkqf8HsuO6HclpAZkAAAAASUVORK5CYII=)

158. 2D Prime Matrix

Write a Java program to create a two-dimensional array (m x m) A[][] such that A[i][j] is false if I and j are prime otherwise A[i][j] becomes true.

*Sample Output:*  
true true true  
true true true  
true true false

**Code:**

|  |
| --- |
| package Lab\_p2;  public class P\_155 {  public static void main(String[] args) {  int[][] originalArray = {  {10, 20, 30},  {40, 50, 60}  };  int rows = originalArray.length;  int cols = originalArray[0].length;  int[][] transposedArray = new int[cols][rows];  for (int i = 0; i < rows; i++) {  for (int j = 0; j < cols; j++) {  transposedArray[j][i] = originalArray[i][j];  }  }  System.out.println("Transpose array: ");  for (int j = 0; j < cols; j++) {  for (int i = 0; i < rows; i++) {  System.out.print(transposedArray[j][i] + " ");  }  System.out.println();  }  }  } |

**Output:**

![](data:image/png;base64,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)

159. Find K Largest Elements

Write a Java program to find the k largest elements in a given array. Elements in the array can be in any order.

*Expected Output:*  
Original Array:  
[1, 4, 17, 7, 25, 3, 100]  
3 largest elements of the said array are:  
100 25 17

**Code:**

|  |
| --- |
| import java.util.Arrays;  import java.util.Scanner;  public class P\_159 {  public static void Largest(int[] arr, int k) {  Arrays.sort(arr);  for (int i = arr.length - 1; i >= arr.length - k; i--) {  System.out.print(arr[i] + " ");  }  System.out.println("");  }  public static void main(String[] args) {  Scanner scanner = new Scanner(System.in);  System.out.print("Enter the size of the array: ");  int size = scanner.nextInt();  int arr[] = new int[size];  System.out.println("Enter the elements of the array:");  for (int i = 0; i < size; i++) {  arr[i] = scanner.nextInt();  }  System.out.print("Enter the value of k: ");  int k = scanner.nextInt();  if (k <= 0 || k > size) {  System.out.println("Invalid value of k. It should be between 1 and " + size);  return;  }  Largest(arr, k);  scanner.close();  }  } |

**Output:**

![A white background with black text
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160. Find K Smallest Elements

Write a Java program to find the k smallest elements in a given array. Elements in the array can be in any order.

*Expected Output:*  
Original Array:  
[1, 4, 17, 7, 25, 3, 100]  
3 largest elements of the said array are:  
100 25 17

**Code:**

|  |
| --- |
| import java.util.Arrays;  import java.util.Scanner;  public class P\_160 {  public static void smalest(int[] arr, int k) {  Arrays.sort(arr);  for (int i = 0; i <=k-1; i++) {  System.out.print(arr[i] + " ");  }  System.out.println("");  }  public static void main(String[] args) {  Scanner scanner = new Scanner(System.in);  System.out.print("Enter the size of the array: ");  int size = scanner.nextInt();  int arr[] = new int[size];  System.out.println("Enter the elements of the array:");  for (int i = 0; i < size; i++) {  arr[i] = scanner.nextInt();  }  System.out.print("Enter the value of k: ");  int k = scanner.nextInt();  if (k <= 0 || k > size) {  System.out.println("Invalid value of k. It should be between 1 and " + size);  return;  }  smalest(arr, k);  scanner.close();  }  } |

**Output:**

![](data:image/png;base64,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)

161. Kth Smallest and Largest

Write a Java program to find the kth smallest and largest element in a given array. Elements in the array can be in any order.

*Expected Output:*  
Original Array:  
[1, 4, 17, 7, 25, 3, 100]  
K'th smallest element of the said array:  
3  
K'th largest element of the said array:  
25

**Code:**

|  |
| --- |
| package Lab\_p2;  import java.util.Arrays;  import java.util.Scanner;  public class P\_161 {  public static void smalestLargest(int[] arr, int k) {  Arrays.sort(arr);  System.out.println(k + "th smallest element of the said array: " + arr[k-1]);  System.out.println(k + "th smallest element of the said array: " + arr[arr.length-k+1]);  System.out.println("");  }  public static void main(String[] args) {  Scanner scanner = new Scanner(System.in);  System.out.print("Enter the size of the array: ");  int size = scanner.nextInt();  int arr[] = new int[size];  System.out.println("Enter the elements of the array:");  for (int i = 0; i < size; i++) {  arr[i] = scanner.nextInt();  }  System.out.print("Enter the value of k: ");  int k = scanner.nextInt();  if (k <= 0 || k > size) {  System.out.println("Invalid value of k. It should be between 1 and " + size);  return;  }  smalestLargest(arr, k);  scanner.close();  }  } |

**Output:**
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AI-generated content may be incorrect.](data:image/png;base64,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)

162. Numbers Greater Than Average

Write a Java program that finds numbers greater than the average of an array.

*Expected Output:*  
Original Array:  
[1, 4, 17, 7, 25, 3, 100]  
The average of the said array is: 22.0  
The numbers in the said array that are greater than the average are:  
25  
100

**Code:**

|  |
| --- |
| package Lab\_p2;  import java.util.Arrays;  import java.util.Scanner;  public class P\_162 {  public static double calavg(int[] array) {  if (array.length == 0) return 0;  int sum = 0;  for (int num : array) {  sum += num;  }  return (double) sum / array.length;  }  public static void greater\_than\_avg(int[] array, double average) {  for (int num : array) {  if (num > average) {  System.out.println(num);  }  }  }  public static void main(String[] args) {  Scanner scanner = new Scanner(System.in);  System.out.print("Enter the size of the array: ");  int size = scanner.nextInt();  int arr[] = new int[size];  System.out.println("Enter the elements of the array:");  for (int i = 0; i < size; i++) {  arr[i] = scanner.nextInt();  }  double average = calavg(arr);  greater\_than\_avg(arr, average);  }  } |

**Output:**

![](data:image/png;base64,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)

163. Binary Zeros Count

Write a Java program that will accept an integer and convert it into a binary representation. Now count the number of bits equal to zero in this representation.

*Expected Output:*  
Input first number: 25  
Binary representation of 25 is: 11001  
Number of zero bits: 2

**Code:**

|  |
| --- |
| package Lab\_p2;  import java.util.Scanner;  public class P\_163 {  public static void main(String[] args) {  Scanner scan = new Scanner(System.in);    System.out.print("Input first number: ");  int number = scan.nextInt();    String binaryString = Integer.toBinaryString(number);  System.out.println("Binary representation of " + number + " is: " + binaryString);    int zeroCount = countZeroBits(binaryString);  System.out.println("Number of zero bits: " + zeroCount);    }    public static int countZeroBits(String binaryString) {  int count = 0;  for (int i = 0; i < binaryString.length(); i++) {  if (binaryString.charAt(i) == '0') {  count++;  }  }  return count;  }  } |

**Output:**

![](data:image/png;base64,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)

164. Divide Using Subtraction

Write a Java program to divide the two given integers using the subtraction operator.

*Expected Output:*  
Input the dividend: 625  
Input the divider: 25  
Result: 25.0

**Code:**

|  |
| --- |
| import java.util.Scanner;  import java.util.Scanner;  public class P\_164{  public static void main(String[] args) {  Scanner scan = new Scanner(System.in);    System.out.print("Input the dividend: ");  int dividend = scan.nextInt();    System.out.print("Input the divider: ");  int divider = scan.nextInt();    if (divider == 0) {  System.out.println("Cannot divide by zero!");  } else {  int count = 0;  int remainder = dividend;    while (remainder >= divider) {  remainder -= divider;  count++;  }    System.out.println("Result: " + count);  }    }  } |

**Output:**
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AI-generated content may be incorrect.](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAYAAAAB7CAMAAABKO6fjAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAHIUExURc7OztfX1/Ly8v///+rBloCAgH9/rNfq16yWf3+WrNfq/5bB6v/qwZZ/f6zX///XrMGslpas19esf///16x/f3+WlsHX6pZ/lqzB6v/q6sGWf6x/rNf//5aWwX+Wwer/////6tfBrMGsf/+2ZgAAZrb//9qOOQAAADmO2gBmtv//2rZmOdq2ZjkAAAA5Zo7a////tmYAADlmttra///ajjkAOdq2jmYAZrZmAGa2/45mOY45AGa2tmY5ADlmjtr//wAAOTmOtmaO2raOZmY5Of/a2rba2jk5jma22o5mZrba/445OY622v/atmY5ZgA5jgA5OWY5jmZmtmYAOTk5ZraOOTlmZo5mALbatmZmOdra2mZmZv/VZgB7Zv/pjjl7Zjl7AAB8AGbV/wCpto6TOY7p/wCTjrapAI6TANq/OTm/2jmpjtq/ZgB7OWa/ZmbV2mZ7Zjl7OTmTADmTjra/OTmptv/ptmaTALa/ZmZ7Odrp/2aTjmaTOQCTZo7V2mbVtma/2rapOWapOdrVZjmpZo6pObbp/2a/to6pZtrVjv/p2jmTZtrp2jmTOTm/to6/ZmbVjmZ7ANr/trb/tmapZvv7+9zc3Pz8/A+SzqgAAAAJcEhZcwAADsQAAA7EAZUrDhsAAAiVSURBVHhe7Zz5fxNFFMDRR7xQULzvIzRTtrSkpUhLgVQOiwrWC88QsrRpmkLktoAWqWgV8MLz3/XzZnaOPbpJP7Z5SXjfH5Lp7Lyd2fnuzG77PrBuXbdwz70dyTpgSGEBxLAAYlgAMSyAGBZADAsghgUQwwKIYQHEsABiWAAxLIAYR8D6zH33P5B58KH1mQ3w8COZjbAp8+Cjmcxj8uDmzAbbklk93BXw+BNPPoXf63GuN28EePjpZ+DZ5zZiHQtYI0ICnn9BflsBLwYFZs1gAcQkCdj00suvvPpIWABvQWuEFfDKc5lMJnPfC6r02GuZDZsymZde3pyRU88C1gh+DSWGBRDDAohhAcSwAGJYADEsgBgWQAwLIIYFEMMCiGm1gOyWnoY1dxWrJiAneqNVIbJiq/yKTbdTE7RJYtlDXp+Qh7b1i4HtAJAfFELEOmlfHAE5gaRPI+Rix3VN/EiY7DIz6JLSZplD+cGhHfg9vHM7vL5zO0B+V+dMPhJaAU0MPj7NtAJGgl77RvGH0aauoa1IEJAVA7uFGAIYE3v2CrGvILeX4X4xih9CiHFc6gG2JvfGmIyC/F4hxve75/V2CzFwYKtsLXcHjNoziMtN19g2OtwMwx4CGIms0NB05w/iChiM9t7eJAiA4Z374dDYKMDIwJsAwxMFdXfj/ZVwn5sVMH5YRb31Nm7Jzhx47xwBOLpXzmDQhfduD3jvSJGqxrYx4XoYbnhUwPBEth9vEdUNDlAi10NnkChgIphuOeXQt705AUEbtSbEpG0xjLdxsIfoWzbXC1lZHdSYNjZcD8MNj5J97/0dcPQDLB7F+19XJzZuS5oQMDK6MgET6oa0JAnI7yqoBRATYMKbEZD/EHed93HNfIQrJyC5cVuSLkBvQdnJgnegXwoYAu/YFneKdY2R1DdUANjmrICELQgg9zH2krAFmXA9jLQtCHuHbUNBlOx93w54XQ61M0h4Dc0KMVkYwdLI4d3yIQwePl8/wYvHR+Q++eKnCWpy+Douo+BAv4oyqKeomIQxuzsNq0kyNaaNDrfDsIfiAqAPm6m3fyHwlAf6xfjhSKM2JvUXMbUFMWsJCyAmTcBY+JWfWQvSBDAtgAUQwwKIYQHEsABiWAAxLIAYFkBMqwWk5oTvRlZNwBon5aN0ag4+RsJfQ1NpkA9IoZm/0TfTRtKxOfgYSfmANOLTTCKgY3PwMRIEtElSHnJiy6d7xQAmuuJpAOynE3PwMRIEtEtSHvKD7x1RZ0gS0Jk5+BiJAtojKZ++vXRoDj5GEwKokvKpAjo1Bx8jXQBpUt4RENuCOjYHHyPhNbRNkvLYp37Fjwro3Bx8jNRfxDgnvPawAGLSBHBSvgWkCWBaAAsghgUQwwKIYQHEsABiWAAxLIAYFkDMCgWYBFYaXZMwbwVWQFb+gVElSVJwMirL0D0J81bgrABMAxwaW3ZeAxoL6J6EeSuICJDJJZMWx/8IY/yzXpuUtwksJzsf/WO9bNUVCfNWEBFw9KCbVc9O7gCvr9emGxNXQIKALkmYtwJXQL8Q40f03a2zVOOY20oVEKdbEuatILICjk0UIln1z/u2rlRA1yTMW0H0GZBz0+IjbxTAO9aLe5FOylsBJjsf3YK6J2HeCsKvoaPgjW3pMVn1kS/6hcDpNEl5m1W32fmIgC5KmLeCFf4ixqw2LIAYFkAMCyCGBRDDAohhAcSwAGJYADEsgBgWQAwLIObuElA83nZJ0k4RUDoR/ad/y1Aq+8vP8soEFP2T0aoVUfSnnJ+86Yrzk8EKKPrITAGq+Dnr+zNQk1Vz6htPVipj6VRoLk6X/fqXU06UrDmD3QUFdWY8ohvbQlUdmzLhpq8w1Tn8rMlPl3gN5M9GZjmhTTOUzp3/fwKgGLqO8E8aZwWULgDARZwU7Fc11xejg+XPtRnHQPESwFfzbtRpNH25XrEFeWb8MI1NwYTZTpMGWjohxxGfynjNagnwZufkmP4H4SvxriQtgYgA7+JcYwGqQUBt5qo6rKPyX8v66Yop4Jlrc3h609gUMGy60lBAza6/utR63q9fKjg1pW98f+GabBsR4LRRu1PRX5ivfzvvXwLIz/t+/bpsVvUjmmrBmAzeou/Xv5tzo26Uff97vDeC8RT9hR98PDF4P/j+wuUpJ0qv4giuABzpwlITAkK31Onzfv3Hgo0qYf+IKcgzqxDd2BaqwZSmCwjGrjtePINXj+fXNd5VgJIabMoKUIdK586Uymew9U9LeB45l1EB+LgICyjOXAVvcQ5sVO1SAeDmiR47ntK563Br9iR409f0WtdReNe5pwuIbkE3bgf9JgionkwSAAC3qs4KSBKAKyDU2BbkCogLiKz+2ZCA/NdyD8Q4fd7SvO8HT9/GAi5gIX+2Ry0O+XCKoZ5/7ijwpq6f0ssOo/Rj1Y5HzmH1ZHDteCU6qlkBGN1QgDs7chAYarYgff12ItSZ3camYM6VLiC8AuIC8leumQ5XIOBC+qtVZBAA8PPiFNioZgToqGYFlM4tQfH2EnizsvNEATfdcc/ibo6XaKKKePjmLxVbUAKmK7axKZiLtJ0mCZDPAFzz4F08XnC3IFVTOrEEtxaXWwFBVEwALOIeckPOS3QLknWhQVR/LahnpImqyQv8puJsQYEAuwWZqIbPAPWyWJenKquHTOg1FBdkwmvo9G9l9dgxUXDzvO/fxn0yKASvofWKbWwK+Bqqbowg3PTl9GHegvDxd+oqPoTL8qFna/C19vc79QrMyujQvabbBIeKvj/zx53jf2Lry2V9OXEBeLHuKKp/4ZixsYk6XQ6uNBgPnrpQxSlTD2F/xolq+BbU1iTePZ1FMWkH6hgBTf8m3LY0/E2YIcEI+Puff/4NH2JaAa8AYlgAMSyAGBZADAsghgUQwwKIYQHEsABiWAAxLIAYFkAMCyCGBRDzH0OSFZW0g0UMAAAAAElFTkSuQmCC)

165. Move Positives Right

Write a Java program to move every positive number to the right and every negative number to the left of a given array of integers.

*Expected Output:*  
Original array: [-2, 3, 4, -1, -3, 1, 2, -4, 0]  
Result: [-4, -3, -2, -1, 0, 1, 2, 3, 4]

**Code:**

|  |
| --- |
| package Lab\_p2;  import java.util.Arrays;  import java.util.Scanner;  public class P\_165 {  public static void main(String[] args) {  Scanner scan = new Scanner(System.in);  System.out.println("Enter the array number: ");  int n = scan.nextInt();  System.out.println("Enter the elements of the array:");  int arr[] = new int[n];  for (int i = 0; i < n; i++) arr[i] = scan.nextInt();  Arrays.sort(arr);  System.out.println(Arrays.toString(arr));  }  } |

**Output:**

![A white background with black text

AI-generated content may be incorrect.](data:image/png;base64,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)

166. Integer to String Format

Write a Java program to transform a given integer into String format.

*Expected Output:*  
Input an integer: 35  
String format of the said integer: 35

**Code:**

|  |
| --- |
| import java.util.Scanner;  public class p\_166 {  public static void main(String[] args) {  Scanner scanner = new Scanner(System.in);    System.out.print("Input an integer: ");  int number = scanner.nextInt();    System.out.println("String format of the said integer: " + Integer.toString(number));    }  } |

**Output:**

![A text on a white background

AI-generated content may be incorrect.](data:image/png;base64,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)

167. Move Zeros to Right

Write a Java program to move every zero to the right side of a given array of integers.

Original array: [0, 3, 4, 0, 1, 2, 5, 0]  
Result: [3, 4, 1, 2, 5, 0, 0, 0]

**Code:**

|  |
| --- |
| package Lab\_p2;  import java.util.Arrays;  import java.util.Scanner;  public class P\_167 {  public static void main(String[] args) {  Scanner scanner = new Scanner(System.in);  System.out.print("Enter the size of the array: ");  int size = scanner.nextInt();  int arr[] = new int[size];  System.out.println("Enter the elements of the array:");  for (int i = 0; i < size; i++) arr[i] = scanner.nextInt();  int[] result = moveZeros(arr);    System.out.println("Result: " + Arrays.toString(result));  }  public static int[] moveZeros(int[] nums) {  int[] result = new int[nums.length];  int index = 0;  for (int num : nums) {  if (num != 0) {  result[index++] = num;  }  }  return result;  }  } |

**Output:**

![A white background with black text

AI-generated content may be incorrect.](data:image/png;base64,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)

168. Multiply Without Operator

Write a Java program to multiply two given integers without using the multiply operator (\*).

Input the first number: 25  
Input the second number: 5  
Result: 125

**Code:**

|  |
| --- |
| import java.util.Scanner;  import java.util.Scanner;  public class P\_168{  public static void main(String[] args) {  Scanner scan = new Scanner(System.in);  System.out.print("Input the first number: ");  int first = scan.nextInt();  System.out.print("Input the second number: ");  int second = scan.nextInt();  int check = second;  int multiple = 0;  while (check>0) {  multiple += first ;  check--;  }  System.out.println("Result: " + multiple);  }  } |

**Output:**

![](data:image/png;base64,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)

169. Reverse Sentence Without Words

Write a Java program to reverse a sentence (assume a single space between two words) without reverse every word.

Input a string: The quick brown fox jumps over the lazy dog  
Result: dog lazy the over jumps fox brown quick The

**Code:**

|  |
| --- |
| package Lab\_p2;  import java.util.Scanner;  public class P\_169 {  public static void main(String[] args) {  Scanner scan = new Scanner(System.in);  System.out.print("Input the string : ");  String s = scan.nextLine();    System.out.print("The reverse string is: ");  for(int i=s.length()-1; i>=0; i--) System.out.print(s.charAt(i));  System.out.println("");  }  } |

**Output:**
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171. Test Substring in String

Write a Java program to accept two strings and test if the second string contains the first one.

Input first string: Once in a blue moon  
Input second string: See eye to eye  
If the second string contains the first one? false

**Code:**

|  |
| --- |
| package Lab\_p2;  import java.util.Scanner;  public class P\_171 {  public static void main(String[] args) {  Scanner scanner = new Scanner(System.in);  System.out.print("Input first string: ");  String firstString = scanner.nextLine();  System.out.print("Input second string: ");  String secondString = scanner.nextLine();  boolean contains = secondString.contains(firstString);  System.out.println("If the second string contains the first one? " + contains);  }  } |

**Output:**

![](data:image/png;base64,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)

172. Write a Java program to get the number of elements in a given array of integers that are smaller than the integer in another given array of integers.

*Expected Output:*  
0  
3  
7

Code:

|  |
| --- |
| // Importing necessary Java utilities  import java.util.ArrayList;  import java.util.Arrays;  // Defining a class named Code  public class Code {    // The main method of the program  public static void main(String[] args) {  // Initializing arrays for main and query data  int[] main\_arra = {1, 2, 3, 4, 5, 6, 7, 8};  int[] query\_arra = {1, 4, 8};    // Getting the result by counting smaller numbers from the main array for query elements  ArrayList<Integer> result = count\_smaller\_number(main\_arra, query\_arra);    // Displaying the result  for (int i = 0; i < result.size(); i++) {  System.out.println(result.get(i));  }  }    // Method to count smaller numbers in the main array for query elements  public static ArrayList<Integer> count\_smaller\_number(int[] main\_arra, int[] query\_arra) {  // Initializing an ArrayList to store the result  ArrayList<Integer> result = new ArrayList<>();    // Sorting the main array in ascending order  Arrays.sort(main\_arra);    // Looping through the query array elements  for (int i = 0; i < query\_arra.length; i++) {  // Adding the count of smaller numbers for each query element to the result ArrayList  result.add(temp(main\_arra, query\_arra[i]));  }    return result; // Returning the result ArrayList  }    // Helper method to count smaller numbers in the main array  private static int temp(int[] main\_arra, int num) {  int ctr = 0; // Counter to track the number of smaller elements    // Looping through the main array  for (int i = 0; i < main\_arra.length; i++) {  // Checking if the current element in the main array is smaller than the given number  if (main\_arra[i] < num) {  ctr++; // Incrementing the counter for smaller numbers  } else {  break; // Exiting the loop if the current element is greater than or equal to the given number  }  }    return ctr; // Returning the count of smaller numbers  }  } |

Output:

![A white rectangular object with a black border

Description automatically generated](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAATUAAACACAYAAABqb/52AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAFiUAABYlAUlSJPAAAALnSURBVHhe7d1BaipBFIZRfaO3PodOsg5n7kQycouZ+WzofjRG7ao2hOvPOVCkzAI+bllQbi9XG4AQf8a/ABFEDYgiakAUUQOiiBoQRdSAKKIGRBE1IIqoAVFEDYgiakAUUQOiiBoQRdSAKItPD52P+3HXb3c4jTuA32FSA6KIGhBF1IAoogZEETUgiqgBUUQNiCJqQBRRA6KIGhBF1IAoogZEETUgiqgBUUQNiCJqQJRyUfv7+fltAbQqFbVHARM2oFWZqM3D9fXx8X9NhA1oUe74OQ/Z4PYzwDMlojZNYUsBM60BS8pNareEDOhRNmpDzFonOIBJyajNpzNBA3qUi5qgAa8oFbX5cVPQgDXKTWpiBryiRNSWQubCAGhV+ju1we1ngGfKRG0+hQ0hm9bElAa0KDWpPQqXoAGttpercX/X+bgfd/12h9O4A/gd5b5TA3iFqAFRRA2IImpAFFEDoogaEEXUgCiiBkQRNSCKqAFRRA2IImpAFFEDoogaEKVU1OaPQ94+EgnQokzUHgVM2IAepSa14YXb+ZoIG9CqTNTuPdl9738Az7goAKKUjtp07DSxAa3KRW0I2bQGggb0KH/8nAcOYEm5qA2T2XxNhA1oUX5Sc/wEepSPGkAPUQOivMVFwcAxFGixvVyN+7vOx/2467c7nMbdsqWLAFEDWrzFRYGgAa3KTGoAP8FFARBF1IAoogZEETUgiqgBUUQNiCJqQBRRA6KIGhBF1IAoogZEETUgiqgBUUQNiFLi6aHWX4ryrhqwxKQGRHmLRyL9TgHQqvykJmhAD8dPIErpqJnSgF4mNSBK2aiZ0oA1TGpAlJJRM6UBa5nUgCjlomZKA15hUgOilIraNKUBrFVyUnP0BNYqFbUhZoIGvMJ3akAUUQOiiBoQRdSAKKIGRBE1IIqoAVFEDYgiakAUUQOiiBoQRdSAKKIGRBE1IMr2cjXuAd6eSQ2IImpAFFEDoogaEEXUgCCbzT/eBr05lmbcZQAAAABJRU5ErkJggg==)

173. Write a Java program to find the median of the numbers inside the window (size k) at each step in a given array of integers with duplicate numbers. Move the window to the array start.

Sample Output:  
{|1, 2, 3|, 4, 5, 6, 7, 8, 8} -> Return median 2  
{1, |2, 3, 4|, 5, 6, 7, 8, 8} -> Return median 3  
{1, 2, |3, 4, 5|, 6, 7, 8, 8} -> Return median 4  
{1, 2, 3, |4, 5, 6|, 7, 8, 8} -> Return median 5  
{1, 2, 3, 4, |5, 6, 7|, 8, 8} -> Return median 6  
{1, 2, 3, 4, 5, |6, 7, 8|, 8} -> Return median 7  
{1, 2, 3, 4, 5, 6, |7, 8, 8|} -> Return median 8  
Result array {2, 3, 4, 5, 6, 7, 8}

*Expected Output:*

Original array: [1, 2, 3, 4, 5, 6, 7, 8, 8]

Value of k: 3

Result:

2

3

4

5

6

7

8

Code:

|  |
| --- |
| // Importing necessary Java utilities  import java.util.\*;  import java.util.Arrays;  import java.util.LinkedList;  // Defining a class named Code  public class Code {    // The main method of the program  public static void main(String[] args) {  // Initializing an array and window size 'k'  int[] main\_array = {1, 2, 3, 4, 5, 6, 7, 8, 8};  int k = 3;    // Displaying the original array and value of 'k'  System.out.println("\nOriginal array: " + Arrays.toString(main\_array));  System.out.println("\nValue of k: " + k);  System.out.println("\nResult: ");    // Getting the result of the median sliding window operation  ArrayList<Integer> result = median\_slide\_window(main\_array, k);    // Displaying the result  for (int i = 0; i < result.size(); i++) {  System.out.println(result.get(i));  }  }    // Method to compute the median in a sliding window of size 'k'  public static ArrayList<Integer> median\_slide\_window(int[] main\_array, int k) {  ArrayList<Integer> result = new ArrayList<>();    // If 'k' is 0 or greater than the length of the array, return an empty result  if (k == 0 || main\_array.length < k) {  return result;  }    // PriorityQueues to store elements on the right and left side of the window  PriorityQueue<Integer> right\_num = new PriorityQueue<>(k);  PriorityQueue<Integer> left\_num = new PriorityQueue<>(k, Collections.reverseOrder());  // Adding elements to the queues for initial window  for (int i = 0; i < k - 1; ++i) {  add(right\_num, left\_num, main\_array[i]);  }  // Sliding the window and computing median  for (int i = k - 1; i < main\_array.length; ++i) {  add(right\_num, left\_num, main\_array[i]);  int median = compute\_median(right\_num, left\_num);  result.add(median);  remove(right\_num, left\_num, main\_array[i - k + 1]);  }    return result; // Returning the result containing medians of the sliding window  }  // Method to compute the median from the PriorityQueues  private static int compute\_median(PriorityQueue<Integer> right\_num, PriorityQueue<Integer> left\_num) {  if (left\_num.isEmpty() && right\_num.isEmpty()) {  return 0; // Return 0 if both queues are empty  }    // Balancing the queues to get the median  while (left\_num.size() < right\_num.size()) {  left\_num.add(right\_num.poll());  }  while (left\_num.size() - right\_num.size() > 1) {  right\_num.add(left\_num.poll());  }    return left\_num.peek(); // Returning the median element  }  // Method to add elements to the PriorityQueues maintaining the order  private static void add(PriorityQueue<Integer> right\_num, PriorityQueue<Integer> left\_num, int num) {  if (left\_num.isEmpty() && right\_num.isEmpty()) {  left\_num.add(num);  return;  } else {  if (num <= compute\_median(right\_num, left\_num)) {  left\_num.add(num);  } else {  right\_num.add(num);  }  }  }  // Method to remove elements from the PriorityQueues  private static void remove(PriorityQueue<Integer> right\_num, PriorityQueue<Integer> left\_num, int num) {  if (num <= compute\_median(right\_num, left\_num)) {  left\_num.remove(num);  } else {  right\_num.remove(num);  }  }  } |

Output:

![A white background with blue text
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174. Write a Java program to find the maximum number inside the number in the window (size k) at each step in a given array of integers with duplicate numbers. Move the window to the top of the array.

Sample output:  
{|1, 2, 3|, 4, 5, 6, 7, 8, 8} -> Return maximum 3  
{1, |2, 3, 4|, 5, 6, 7, 8, 8} -> Return maximum 4  
{1, 2, |3, 4, 5|, 6, 7, 8, 8} -> Return maximum 5  
{1, 2, 3, |4, 5, 6|, 7, 8, 8} -> Return maximum 6  
{1, 2, 3, 4, |5, 6, 7|, 8, 8} -> Return maximum 7  
{1, 2, 3, 4, 5, |6, 7, 8|, 8} -> Return maximum 8  
{1, 2, 3, 4, 5, 6, |7, 8, 8|} -> Return maximum 8  
Result array {3, 4, 5, 6, 7, 8, 8}

*Expected Output:*

Original array: [1, 2, 3, 4, 5, 6, 7, 8, 8]

Value of k: 3

Result:

2

3

4

5

6

7

8

Code:

|  |
| --- |
| // Import necessary classes from java.util package  import java.util.\*;  import java.util.Arrays;  import java.util.LinkedList;  // Main class to demonstrate max sliding window  public class Main {  // Main method to execute the sliding window algorithm  public static void main(String[] args) {  // Sample array and value of k for testing  int[] main\_array = {1, 2, 3, 4, 5, 6, 7, 8, 8};  int k = 3;  // Display the original array and the value of k  System.out.println("\nOriginal array: " + Arrays.toString(main\_array));  System.out.println("\nValue of k: " + k);  System.out.println("\nResult: ");  // Call the method to find maximums in the sliding window  ArrayList result = max\_slide\_window(main\_array, k);  // Display the result  for (int i = 0; i < result.size(); i++) {  System.out.println(result.get(i));  }  }  // Method to find maximums in a sliding window  public static ArrayList max\_slide\_window(int[] main\_array, int k) {  // Initialize an ArrayList to store the result  ArrayList rst\_arra = new ArrayList();  // Checking for invalid inputs  if (main\_array == null || main\_array.length == 0 || k < 0) {  return rst\_arra;  }  // Using a Deque to store indexes of elements  Deque<Integer> deque\_num = new LinkedList<>();  // Processing the first k elements separately  for (int i = 0; i < k; i++) {  // Removing smaller elements from the Deque  while (!deque\_num.isEmpty() && main\_array[deque\_num.peekLast()] <= main\_array[i]) {  deque\_num.pollLast();  }  deque\_num.offerLast(i); // Adding the current index to the Deque  }  // Processing the rest of the elements  for (int i = k; i < main\_array.length; i++) {  rst\_arra.add(main\_array[deque\_num.peekFirst()]); // Adding the maximum from the window to result  // Removing elements that are out of the window range  if (!deque\_num.isEmpty() && deque\_num.peekFirst() <= i - k) {  deque\_num.pollFirst();  }  // Removing smaller elements from the Deque  while (!deque\_num.isEmpty() && main\_array[deque\_num.peekLast()] <= main\_array[i]) {  deque\_num.pollLast();  }  deque\_num.offerLast(i); // Adding the current index to the Deque  }  rst\_arra.add(main\_array[deque\_num.peekFirst()]); // Adding the maximum of the last window  return rst\_arra; // Returning the result ArrayList containing maximums  }  } |

Output:
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Description automatically generated](data:image/png;base64,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)

175. Write a Java program to delete a specified node in the middle of a singly linked list.

Sample Singly linked list: 10->20->30->40->50  
Delete the fourth node i.e. 40  
Result: 10->20->30->50  
*Expected Output:*

Original Linked list:

10->20->30->40->50

After deleting the fourth node, Linked list becomes:

10->20->30->50

Code:

|  |
| --- |
| // Importing necessary Java utilities  import java.util.\*;  import java.util.Arrays;  import java.util.LinkedList;  // ListNode class definition representing each node of the linked list  class ListNode {  int val;  ListNode next;  // Constructor to initialize the ListNode  ListNode(int val) {  this.val = val;  this.next = null;  }  }  // Main class Code  public class Code {  // Initializing the head of the linked list with a node containing value 10  public static ListNode head = new ListNode(10);  // Main method  public static void main(String[] args) {  // Creating a linked list with nodes containing values 20, 30, 40, 50  head.next = new ListNode(20);  head.next.next = new ListNode(30);  head.next.next.next = new ListNode(40);  head.next.next.next.next = new ListNode(50);  ListNode p = head; // Creating a reference 'p' to the head node  System.out.println("Original Linked list:");  printList(p); // Printing the original linked list  System.out.println("\nAfter deleting the fourth node, Linked list becomes:");  deleteNode(head.next.next.next); // Deleting the fourth node in the list  p = head; // Updating reference 'p' to the head node after deletion  printList(p); // Printing the updated linked list  }  // Method to delete a node from the linked list  public static void deleteNode(ListNode node) {  // Check if the node to be deleted is not the last node in the list  if (node.next != null) {  int temp = node.val;  node.val = node.next.val;  node.next.val = temp;  node.next = node.next.next; // Skip the next node effectively deleting the current node  } else {  // If the node to be deleted is the last node, traverse to the previous node and delete it  ListNode p = head;  while (p.next.val != node.val) {  p = p.next;  }  p.next = null; // Set the next of the previous node to null  }  }  // Method to print the linked list  static void printList(ListNode p) {  while (p != null) {  System.out.print(p.val); // Printing the value of the current node  if (p.next != null) {  System.out.print("->"); // Adding an arrow for non-last nodes  }  p = p.next; // Move to the next node  }  }  } |

Output:

![A white background with blue text

Description automatically generated](data:image/png;base64,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)

176. Write a Java program that partitions an array of integers into even and odd numbers.

*Expected Output*

Original array: [7, 2, 4, 1, 3, 5, 6, 8, 2, 10]

After partition the said array becomes: [10, 2, 4, 2, 8, 6, 5, 3, 1, 7]

Code:

|  |
| --- |
| // Importing necessary Java utilities  import java.util.\*;  // Main class Code  public class Code {    // Main method  public static void main(String[] args) {  int[] nums = {7, 2, 4, 1, 3, 5, 6, 8, 2, 10};    // Printing the original array  System.out.println("Original array: " + Arrays.toString(nums));    // Calling the partitionArray2 method to partition the array  int[] result = partitionArray2(nums);    // Printing the resulting array after partitioning  System.out.println("After partition the said array becomes: " + Arrays.toString(result));  }  // Method to partition the array based on odd and even numbers  public static int[] partitionArray2(int[] nums) {  int i = 0; // Initializing pointer i to the start of the array  int j = nums.length - 1; // Initializing pointer j to the end of the array    // Looping until pointers i and j meet or cross each other  while (i < j) {  // Moving pointer i until it finds an odd number  while (nums[i] % 2 == 0) {  i++;  }    // Moving pointer j until it finds an even number  while (nums[j] % 2 != 0) {  j--;  }    // Swapping the odd and even numbers if i is less than j  if (i < j) {  int temp = nums[i];  nums[i] = nums[j];  nums[j] = temp;  }  }    // Returning the partitioned array  return nums;  }  } |

Output:
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Description automatically generated](data:image/png;base64,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)

177. Write a Java program to get an updated binary tree with the same structure and value as a given binary tree.

*Expected Output:*

Original Treenode:

4

5

2

3

1

Clone of the said Treenode:

4

5

2

3

1

Code:

|  |
| --- |
| // Importing necessary Java utilities  import java.util.\*;  // Main class Code  public class Code {  // Main method  public static void main(String[] args) {  // Creating TreeNode instances  TreeNode t1 = new TreeNode(1);  TreeNode t2 = new TreeNode(2);  TreeNode t3 = new TreeNode(3);  TreeNode t4 = new TreeNode(4);  TreeNode t5 = new TreeNode(5);  // Creating a tree structure  t1.left = t2;  t1.right = t3;  t2.left = t4;  t2.right = t5;  // Printing the original TreeNode  System.out.println("Original Treenode:");  traverseTree(t1);  // Cloning the TreeNode and printing the clone  System.out.println("\nClone of the said Treenode:");  TreeNode result = cloneTree(t1);  traverseTree(result);  }  // Method to clone a given TreeNode  public static TreeNode cloneTree(TreeNode root) {  // Checking if the root is null  if (root == null) {  return null;  }  // Creating a duplicate TreeNode with the same value as the original root  TreeNode dup = new TreeNode(root.val);  // Recursively cloning left and right subtrees  dup.left = cloneTree(root.left);  dup.right = cloneTree(root.right);  return dup; // Returning the cloned TreeNode  }  // Method to traverse the TreeNode in post-order traversal (Left, Right, Root)  private static void traverseTree(TreeNode root) {  // Checking if the root is not null  if (root != null) {  // Traversing the left subtree  traverseTree(root.left);  // Traversing the right subtree  traverseTree(root.right);  // Printing the value of the current TreeNode  System.out.println(root.val);  }  }  }  // Definition of TreeNode class  class TreeNode {  public int val;  public TreeNode left, right;  // Constructor to initialize TreeNode with a value  public TreeNode(int val) {  this.val = val;  this.left = this.right = null;  }  } |

Output:

![A screenshot of a computer

Description automatically generated](data:image/png;base64,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)

178. Write a Java program to find the longest increasing continuous subsequence in a given array of integers.

*Expected Output:*

Original array: [10, 11, 12, 13, 14, 7, 8, 9, 1, 2, 3]

Size of longest increasing continuous subsequence: 5

Code:

|  |
| --- |
| // Importing necessary Java utilities  import java.util.\*;  // Main class Code  public class Code {  // Main method  public static void main(String[] args) {  // Initializing an array of integers  int[] nums = { 10, 11, 12, 13, 14, 7, 8, 9, 1, 2, 3 };    // Printing the original array  System.out.println("Original array: " + Arrays.toString(nums));    // Finding the size of the longest increasing continuous subsequence and printing it  System.out.println("Size of longest increasing continuous subsequence: " + longest\_seq(nums));  }  // Method to find the size of the longest increasing continuous subsequence  public static int longest\_seq(int[] nums) {  int max\_sequ = 0; // Initializing the variable to hold the maximum sequence length    // Handling the case when the array contains only one element  if (nums.length == 1)  return 1; // If only one element is present, the longest sequence is of length 1  // Looping through the array to find the longest increasing or decreasing sequence  for (int i = 0; i < nums.length - 1; i++) {  int ctr = 1; // Counter to track the sequence length  int j = i; // Initializing j to the current index i    // Checking for an increasing sequence  if (nums[i + 1] > nums[i]) {  while (j < nums.length - 1 && nums[j + 1] > nums[j]) {  ctr++; // Incrementing the counter for each increasing element  j++;  }  }  // Checking for a decreasing sequence  else if (nums[i + 1] < nums[i]) {  while (j < nums.length - 1 && nums[j + 1] < nums[j]) {  ctr++; // Incrementing the counter for each decreasing element  j++;  }  }    // Updating the maximum sequence length encountered so far  if (ctr > max\_sequ) {  max\_sequ = ctr;  }    // Moving the index i ahead by the sequence length minus 2 to avoid rechecking elements  i += ctr - 2;  }    return max\_sequ; // Returning the size of the longest sequence found  }  } |

Output:

![A close-up of a number

Description automatically generated](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAA3YAAABjCAYAAADXXpI4AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAFiUAABYlAUlSJPAAAA4xSURBVHhe7d1Ljh23uQBgKUCjsz7PPMo6PPJSjEy8nl5OZrqXiYgwNMkqsl7kOd8HFNxi8fHzVdXsI6u///h/3wAAAJhW6dj29fX17fPz89vHx8e3v/1MAwAAYFEOdgAAAItzsAMAAFicgx0AAMDiHOwAAAAW52AHAACwOAc7AACAxX3/8/dfu3+P3S+//fHzKwAAAM4Qfiddjd9jBwAA8OIc7AAAABbnYAcAALA4BzsAAIDFOdgBAAAszsEOAABgcQ52AAAAi3OwAwAAWJyDHQAAwOIc7AAAABbnYAcAALA4BzsAAIDFOdgBAAAszsEOAABgcd///P3XHz+/3u2X3/74+dWc/v7Pf/786tu3f/3jHz+/Ot9d7eyVxpOaITaOMbcAcD/vX+72+fn586u/+vHjr8e2r6+vf5f5+PjwiR0AAMDqbv3ErvRTjyt+4nHXJ2l3tTMqxuenSusbncveNZrmj2ZaPyN7bqTMXd55fmbvS3Bk7Rwpe5bSGJc8Oe61GGdZC3l8r7RGr1Sa1xniOyOuWMdsa4HXMf0ndmETlDZTUEs/Imy2eF3prnagV2vP1dy5R3uN9meG2EtG+1MyQx97+zNzX4Le/uRm6cfsWuP09BjW1kAt/W6zxFFSi+vpeGeNC850+cEu3TDpQSg9DNlUcJ58z+1R26fRk3v0jP7MxPz8R9qPWfoSjPZnRvkY59eTams6jevptRDUYnvSzGu0Nq/R03OaxjRTXHCW2/4fu3QDRaW0IGywdJPFP+fpqTxPvPYolUuvVOl+uFryPHvLBWne9JpBKa5wleT30vxpeiq/l+ZP00vyvPHK1dJTe/PMIu6r2v5qycuM1HG2kf6MlLnLmf2ZoX9H+pOaoS/BSH9S8VkwS39qZomz1P7TMbXGJqY9+cyPMTw9TiW12GaItRTDjGMIR1x6sNvz4oj3ag/JUvqZD9Q7H86hrby9Vvuj9+5wJLbS/TPLtOraamdErPOKukf1vKxi3FtlnuzfyMt3pMxd9Gduo/3Zu5fgKM8DoGTqfxUzfUnGK8q/yUzzpPla0jpqZUt/ruXdKy/b+oY5baun3B1GYovpV5dJ8+4ps6ftd1QbFzjbu++1O80w1rHtEEv6nEn/bC1wNWuNVzP1wS7IN9sVm++ONqK07q12avevjG+vI7Hlec4uU7tXSt/T9pZYxxl1zcI3V2uIc7SquM5eYa3ZL/3SsUrXQTDDOKbxRKU0ts00bnGtxZjsWV7J1Ae7V9tsHh5jY7DCuL3S3KYvYGt2Da8yT+k3W1zDN7Pb0rGJa9LaPMeM687c8kqm/8SuJDwYznw45Bt6pg0eHzj5NYNSXOEaMTKnrTKluMJVEuvI78c/98a1snQM3qnfK3qF9RliT6+otldn9Y7PijPkz5uZ1kBtLs1xv9n2R1xr8YpWe+5AyZIHu7PkGzpeUXr/CTM/ZMT2euK45S875pPO1StZsT8rzcVMsabP6TSe9Os0zxNCLPlFnxX2h3nllbz1wa710nh6o+cvvfx60ivHFsvH/+4p80rerb8rete1ObswL/kVldL4j9I6nnltxzm0/7YZK7jfpQe7uJlbL7OnNn7abumaxUyx5F4ptqN9aa3x2W31fc8eDXni9Qpm7U+Mp3e9ztqfUfrTL9b9SmtHbGPuiC3W/e7PKrjbbZ/YlTapjdtv5gfeq8W294UU65217z3yPoz06RXGITVLf2Icvd8o5Waen5E+Pt2fEGvtikppNSvMz5lKdY60c/W4hfpjG3vmMXV1bEdcEdvoOOXuGrez4oUZfP/z919//Px6t19+++PnV/tsbc58M41ssj0PgFo7NaX2j7TTqq83tigtNxLbiCOx9bR/pMyWWp1p+b3tjpTp1TMWo2PQKrfVbl72zHEY6c/oGET6s98V/dmKb7b+1MS6nuxPkNbfW/eTY/3kuNVi29vGk+MW1doUW9netmI9Z8YGqc/Pz59f/dWPH389tn19ff27zMfHxz2f2NUWf0ifeWOEzbv3IXW21tg8PWZi+1+x3qf7ftSRcVu97zn9eUaI03q7zkg7V8bWqntPu3eNW9TT3t2x9RDb/wptzjwm0OOWT+xmtOcnLn4q835mnfMV1mL6Q5BX2DP6Mzf9uY/YxohtzMyxBTG+GWPjNUz/iR2sIH2Z0Gf2F3Ev/Zmb/txHbGPENmbm2GAFb3+wSx8iqVo6r8nLZEwYt1caO/2Zm/7cR2xjxDZm5thgJW97sEsfGvGBkl6Rh8vrWnG+05jTuGfwantFf+amP/cR2xixjZkttpnfu5B72//HLqpt0pkfepwjn/uZ59w6BYD7ef9ytyP/j93bH+wAAABm4B9PAQAAeGMOdgAAAItzsAMAAFicgx0AAMDiHOwAAAAW52AHAACwOAc7AACAxU3/e+zSXwz57r8MsvRLMo+OiV+8uQ574T7Gem7m5zXEeTSHAP/l99i9gdoBjOeZGxhn/wDAOW472IWXd36xTzpW4Seb6XXU2fW9G+sYxtk/wIj4fWTtgnd1+cGutcn2bD6Hjv8yBu/NXriPsZ6b+QGAv7r0YJce3NIXsRcyAABHlL63DBe8q0v/8ZR4sOvdZLVP8lr17P30ryQve9VDoRTjnrZGx3FET1s9/cnrTctutVVqJ1Uqn5c5sz9b8aT2tNtSa6tVbywT86R1XDEOpXaCPTFGo3EFPe0EtfxH6o950jq2+lRrL9oq36NnHIKe/L1jsNXvVFq+Vm5PP/bGFuRlUq17QSnGp9s54ur+5Ol5e60+9cQW9dQfldqJtvqTat0LemLL60rLtspFeVvBnvaiPW1EoWxP/r3yMYBX4h9POaD0gAtppfQjavWV2opp+b1a+hNq7W/FVrq/lb9XqUyp3VTt3kj7syj1eas/o+NQut9TV0hrtTFyrzf9iFBnXm+rnStiqKm1NZLeirt0v5X/TnfEVquv1PYRrXbOdFc7QaizVG9vDK3YavX3lrnCSGxBKc+eMiU96SFtq50g5tmTFzjHLZ/YBUd+qhLrGamjVbZ270h7JbVx2JPeclZ8qT197+1PkPcp3t9bpredvenB1r1SetQqe4U97cU8Ucybptf6GuX3w71SWiq9X6srptfqytOjUvtBbztBra7cVkxB2n4Q89biCmr3WmVGbcVxRmzpvSDeb5WJYp7a/ZY9ZUdia9Vbu1er76p2amVK6SNG2tkqE+T3YnqU3t8qU2tnpP1WmWBvuT31nVlXFPOk6VvlSu3tjaGWntuK54i9McCKpv3ELt1wYROmm/wOrY3fuhfTzog3rSNvKx+fKKSnV1RLv9NIf3Jpvj39aLWTim2W7se0Vlwle+KbWRp/qy+teQ22xiG/X8p/ZH5q7dfSW0bK7JHWu6eNPM/ZcfXOaSt/+ufaHAVpvlKbT7oqtjPG7Qx3jfdV7dTGrmfcSrHF8qV7tTZac3qmkdhyadlWrFt9ytPOjK1Ux1lCDPkF7+zyv4oZNnS6qd9189UebFc+8K402p+Z+/tqa3JkrO8qc5e75nTmMeiNrZZ/q55XGoMRo+M24q51PfP+uSO2mdd0MBLf3X16Ygxf7V0OPW77f+zC5s43+JWbL9a99VAJ+UoX88jnY2t+0nlMr5p0jezJzz6lPR+kY5xeW0plwlWywpzm8cwWH/O5a13PvH9GY0vzptcMSnGFawaluML1tLAOSlc0Q4zwhNv/8ZQ7Nl+sM22H9eTrJF7RmfObr8sgb4/njMzDrHOaxhTjSWPKY4bUXev6rnZGzBwbz8rXBbybx/5VzKs2X3yw760/viBqF89pvaRbc5PPYX61lPL5ZuFc6RiXrlw6/nvy50p5n5zT0XUNqbvW9V3tjOiJLc1bup5Uiie9nlSKJ72AuTx2sHs3tZfNLC/IXlf3J9ZTepGE6w497aw6j7mZ+3HGvN+1dmqeWNe9c1rLf+XamHndRVsxnjVuI2Nx1drJjbQzOre95e4ag5H+jI7BFe6OZaa+wzu49GDX2tBXbPZY554HfMxTi+Os+NJY8jrTP9/1Ujpq5v6MzmktfY9V5m1La16DI2MUjc5PTch/Vl2vqHdOW/nTP5+55s+s62xpn0vjFx0dt73tBFv3z3KknZ7+1KTl8nHrrTOWr5UrpdfK7G07zdcqMxLbqHQcS/XmaWfEFvPsyXuW2FbaX3gnt/0eu5rS5hspd0WZsx4MR9uJ5c+KJ3XXuLX6ULt3pJ2as8qkWuW3ym7Zii2ojVurr2eMQ6uumt42gq0yUVr2qnZ6xqB2byS2Ub1tjcQ2MgapVptpua3Yglp/RuOuqbVTU2ojuKudXjP3Z5YywRltHYlt9F7NGbGl0vJbeXu1Yju7LbjbEr/HLhfuPb35WjGcGdtd7dxllv6EB3v+cB+JrRXznv7sybOC0I+RMeox0sZomZrWvRmU1vWo3rHrzX+Gq+o9Io+pNS5B6/5WuVSrnmD0Xq+zYgh/PquuaLRMb32l9FY9UX5/q0zrfqvciN62evPnYp49ec9yZ1swo0s/sYNR8Rvb1kN6Tx6YiXUN67NHgStN+4kdAAAA13OwY2rxJ6O5WjqswLoGAM7mr2IyrT3f5PqrMKzGuoa1xT1snwJX8FcxeUmtl2a456XKiqxrAOAKPrEDAACYgE/sAAAA3piDHQAAwOIc7AAAABbnYAcAALA4BzsAAIDFOdgBAAAszsEOAABgcQ52AAAAi3OwAwAAWNz3H6VfYQ4AAMA0Sse2r6+vb5+fn98+Pj58YgcAALA6BzsAAIDFOdgBAAAszsEOAABgcQ52AAAAi3OwAwAAWJyDHQAAwOIc7AAAABbnYAcAALA4BzsAAIDFOdgBAAAszsEOAABgcQ52AAAAS/v27f8A0ogphX+FhW8AAAAASUVORK5CYII=)

179. Write a Java program to add one to a positive number represented as an array of digits.

Sample array: [9, 9, 9, 9] which represents 9999  
Output: [1, 0, 0, 0, 0].

*Expected Output:*

Original array: [9, 9, 9, 9]

Array of digits: [1, 0, 0, 0, 0]

Code:

|  |
| --- |
| // Importing necessary Java utilities  import java.util.\*;  // Main class Code  public class Code {  // Main method  public static void main(String[] args) {  // Initializing an array of integers  int[] nums = {9, 9, 9, 9};    // Printing the original array  System.out.println("Original array: " + Arrays.toString(nums));    // Printing the array of digits after adding one to the input array  System.out.println("Array of digits: " + Arrays.toString(plus\_One\_digit(nums)));  }    // Method to add one to the last digit of the input array  public static int[] plus\_One\_digit(int[] digits\_nums) {  // Looping through the array from the end to the start  for (int i = digits\_nums.length - 1; i > -1; --i) {  // Checking if the digit is not 9  if (digits\_nums[i] != 9) {  digits\_nums[i] += 1; // Incrementing the digit by 1    // Setting the digits after the incremented digit to 0  for (int j = i + 1; j < digits\_nums.length; ++j) {  digits\_nums[j] = 0;  }    return digits\_nums; // Returning the updated array  }  }    // If all digits are 9, creating a new array with an additional digit for carrying over 1  int[] result = new int[digits\_nums.length + 1];  result[0] = 1; // Setting the first digit to 1    return result; // Returning the new array with the carried over 1  }  } |

Output:

![A number and symbols on a white background

Description automatically generated](data:image/png;base64,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)

180. Write a Java program to swap two adjacent nodes in a linked list.

*Expected Output:*

Original Linked list:

10->20->30->40->50

After swiping Linked list becomes:

20->10->40->30->50

Code:

|  |
| --- |
| // Importing necessary Java utilities  import java.util.\*;  // Main class Code  public class Code {  // Main method  public static void main(String[] args) {  // Creating a linked list  ListNode l = new ListNode(10);  l.next = new ListNode(20);  l.next.next = new ListNode(30);  l.next.next.next = new ListNode(40);  l.next.next.next.next = new ListNode(50);    // Printing original linked list  System.out.println("\nOriginal Linked list:");  printList(l);    // Swapping pairs of nodes in the linked list  ListNode p = swap\_Pairs(l);    // Printing linked list after swapping pairs  System.out.println("\n\nAfter swapping, Linked list becomes:");  printList(p);  }    // Method to swap pairs of nodes in a linked list  public static ListNode swap\_Pairs(ListNode head) {  ListNode temp = new ListNode(0); // Creating a temporary node  temp.next = head; // Setting temp node's next to the head of the original linked list  head = temp; // Assigning head to temp    // Swapping pairs using iterative approach  while (head.next != null && head.next.next != null) {  ListNode a = head.next;  ListNode b = head.next.next;  head.next = b;  a.next = b.next;  b.next = a;  head = a;  }  return temp.next; // Returning the modified linked list  }  // Method to print the linked list  static void printList(ListNode p) {  while (p != null) {  System.out.print(p.val); // Printing node value  if (p.next != null) {  System.out.print("->"); // Adding "->" if more nodes are present  }  p = p.next; // Moving to the next node  }  }  }  // Definition of ListNode class  class ListNode {  int val;  ListNode next;  ListNode(int x) {  val = x;  }  } |

Output:

![A screenshot of a computer

Description automatically generated](data:image/png;base64,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)

181. Write a Java program to find the length of the last word in a given string. The string contains upper/lower-case alphabets and empty space characters like ' '.

Sample Output:

Original String: The length of last word

Length of the last word of the above string: 4

Code:

|  |
| --- |
| // Importing necessary Java utilities  import java.util.\*;  // Main class Code  public class Code {  // Main method  public static void main(String[] args) {  // Initializing a string  String str1 = "The length of last word";  // Printing the original string  System.out.println("Original String: " + str1);  // Printing the length of the last word of the string  System.out.println("Length of the last word of the above string: " + length\_Of\_last\_word(str1));  }  // Method to calculate the length of the last word in a string  public static int length\_Of\_last\_word(String str1) {  int length\_word = 0; // Initializing the variable to store the length of the last word  String[] words = str1.split(" "); // Splitting the string into words based on spaces    // Checking if words exist in the array after splitting  if (words.length > 0) {  // Assigning the length of the last word to the variable  length\_word = words[words.length - 1].length();  } else {  length\_word = 0; // If no words are present, setting the length to 0  }    return length\_word; // Returning the length of the last word  }  } |

Output:

![A close up of a text

Description automatically generated](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAq4AAABTCAYAAABebIXoAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAFiUAABYlAUlSJPAAAAwGSURBVHhe7d3Ljt02EoBhe1Z5vuyyynNklUcJsskzzs4TAl2YQplVvIjXo/8DBLclklW8SIct2+3vP/71DQAAADjcf75+BQAAAI72/Z8/f2t+4/rrH399fQUAAACswRtXAAAAXIGNKwAAAK7AxhUAAABXYOMKAACAK7BxBQAAwBXYuAIAAOAKbFwBAABwBTauAAAAuAIbVwAAAFyBjSsAAACuwMYVAAAAV2DjCgAAgCuwcQUAAMAVvv/z528/vr6u9usff319daZf/v7766tv3/77++9fX423Kk4tnY92Qm47nDY/J5OxOnGcWNdnz09Obs6e5s46uNdt6xdn440rlvM+gIC3+cR74e33N883YK6lb1xzN/SM78B0nJnf4a2K00vym5Vbz3zOzkk7fX5myM1JRMZl5bw8dVOukZZ+3NJnvf5m53rimHzK2hyNccFIS964pkWrH2iad/6JdHPIMdOqOKdZPZ+93jo/wG7ccwBmmb5x1RsZvZHQD7aTNjuIRfOp5xR7RHMSXQMA4AbT/6qAbHS8D8ncdXvObmxzbdkyoubD2asrcrlZUZyoP6X8RvSrpmytnja9PuTodm0s204uBy9WlG8UJ6qXePFEKW6p/RFs/3JGjsHsPtX0R7TkNnIMrFybJTrmk9x65PKsiWPznKklVq4/SVS3dgy8tnOejEtNf6Mytf1JbDu2bk0OOVE9oNbUN67RTSS8G0Pkzkc3RquRbZWkWDZeFL/32ifK9Xf0GKT2bJtRjCfxpe6TNmZI+dicohxz13Jt7NCbW65MVKfU3kitufXw2vNi60N453eI4nvXWs+fLupPqU+561F7wGxT37jKIi59l2XL2cWv6+trUbs1sb22amMkrXESKVuKk65750VN3KhMq9rYnpacdKxE1xk5Bl6cKIZ3rTWvJCo3gsSqzSeRslGeXrs18Z5o6U9LbnJNSBl93msv0deiOiLKxerJrUdrf2xenhG5WRK71HYqlytT6pNXJ4pXm1OPmrZzZeRcUnM+0deSUe3Z80CP438cll3oMxb+ihhCt12K412fmV+Jjp0eRvYBN4vt86wx0O3WxOjNS8rVll9J5+TlF30QyblVa8MakZuum2vHsmVq6vRqza2WHpOoP7acPoR3fgcvfk9eu/tildZxz5xaUT0RxQFGO3rj+mk3wKf0J/VD9yU9tOSYYdW4rZ6fE9fDiTmtdvIYrMjNi/G2tTHreTaK5FeTZ++cts7529YI9jj+jWtOujlG3iD2xj/pgZVyyR0nyM3DytxGr4Metr+nzM0qsh7tcYJcXumYwbY7Kw766PnXR45+ppTK7rbr+XfCsxfvdeXGdZTSA2r3jXnqw9KyD7Fb8n7i9LWDNVgH59PzUSvNm507O7cA9nj1xjV6CO3+wLEffvY40al5zXDy2llJr8ncsVMuH32MwDo429PnaK5sNOer2BxsP4FPNnXjKjdQdKPLtdU3m46bO05xUi4jRWvidKPWzs1jgM9dB14+N6/Xlvnw7J7TJ33YOac3rxucadkb19ziZUG3S2O2c9yi2DV5jfgA+QQyVjvn8gmZRy//nf06OTfttHtB52PHSP/+E+7h1J8Z62Pl2EisKOaqOZX6UQxglOn/c1ZSWrz2ppHyLTdTzQ3ixfHk4j+JE7XXmpvQ9XpyazUiRtRGrj8tOffkF8XxrpXilHLW9Vv61yPqn9gxBrVKcZIRue0Yg6i+rtuTW49R/RmRi1XKLbFxa+okut6oMch5Oi66bS/n1jHI5SR1WvL14qQ2etoDPEveuHqLNZ0/eSGnm610088Sjc3OMYtiRzlrO/NfpbR2ZAxuHotovnf365TcatfBKU4Zt1F6+hP1s2YMasqslPLp6WurXFunjQU+w5I3rieSD5Poxqopg/dh7SBhHQDAeq/+qQIAAAC4x+s3rvJGxPLOA4K1g4R1AADrvPavCiQ1Hyz8ER9yWDtIWAcAsNar37hGHyjpGh848LB2kLAOAGCtV79xBQAAwD34x1kAAAC4AhtXAAAAXIGNKwAAAK7AxhUAAABXYOMKAACAK7BxBQAAwBXYuAIAAOAK/BzXBeR/17nlh5Hn/jegHbmfPG7e/5jED5w/34nrintujk/rzyfT9wDzhQhvXB/IfdjcbkWfPnHcTsVYn497Didj7eA0SzauaeF/2uL/xJtZ9yl9x6uPUT5l3GaNz0ifuEY/DfccTsba2SONuxz4GW9c8ZNTN2LAp+Kew9vN+KbtRmxWy9i4AgAA4ApL/nGWfAfR+p2U/c4jqm9j6LqluKXvcHJtluiYT3LrkcuzJo7Nc5Qd42Zjju6T1TJ23nhEdXN1cuW9tnOejElNf6Mytf1JbDu2bk0OOVG9Vi390WzfRon6benYNh/dTilHG3N0n4TXt1y8qD9JlGMuTk2MnKhMS05PtPanhq5v+1jTLy9WNAZRnKhe4sUTpbil9p/SfbP9xP8d+8Y1t8DSudx5LVcmqlNqb6TW3Hp47Xmx9SG887vk8ojyyl3LtbFDa95J6/nTRf0p9Sl3PWpvhSi+vSbn7DXv/C65PKK8ctdybTzVmoPwcvHqROe9az28nEbGSLz2RscRXr9GSu3ZNqMYT+JL3SdtlEjbbFTLjnzj6pWP2rELSsro8157ib4W1RFRLlZPbj1a+2Pz8ozITUjMmjZtflLH60/itd8St0dt+6lcrozXp6hdry1Rm1OPmrZzZeRcUnM+0deSUe3Z8z1a4+vzkRG5iZb+2vykjtefxGu/JW6t1GauPS8/fT7JXfPyTry2as6LUpza872i9tK1KE5LLlJW6Dr62tN4XpwohnetNa8kKveExLD9mRXvZse9cY0my06oR9etmXRbpqZOr9bcakU3lv69LacP4Z3fyeaXM2LtzObl7p2P9NSZqTS2PWvUiuqJKM5IPf1J5/UhvPM72fxypG+563Iums9WXh7eec2WyeXXO6etVo+bpyf3GrbdFXFqYvTmJeVqy7eK1gN+9nH/OOvkiV+Rmxfj5huCm3nNh9gTkl9Nnr1rtHUdrFo3vf052c2554xaOzePy6pnyKoxWj0XN8/9pzn677jmjhlsu7PiYA29XvRxilxu6cjRD8tS2d12PdhTXD5U9tJrUx8z5OKkYydZfzYP+b23PnX++hhJx54Vo8YJ96nt945xsCSH3WNzk1f/OKzSDc1Cwmg9D8rcA9+uVeANWPN93v4M0X2Xfuu+27FZRXLYFf9Wx25c5UbzjhGim3ZUDKxn14o9drEPyta8cmWjNbyKzcH2E59Pr83cMcLT+2eXKDfbB3uMlmv7hGfIbFEfZ4xzq5SfPUTu3Nu99o2rLAJ9I+uj1mmLycvnljzfoGV9eXav0Sd92LlGZ8TY2Z8Wp+XTa8T9k0Tj0TOnkpeUOX28dz9DVpHcU39zR62bx+DTHLdxlYXkLZJTFk/Lgl9B52PHSP9+d94z49+ydqyU14ycV861xIpi6mu2X/r3T/OW+lGMEVb156mZ8b2xFqPHPCfFaI3jzc+qOV05bk/aetrPTyFjOHJekjS+3iFy595u6c9xjehJKZXPTaDUabnWE0eL6uf605p3q1H9GZFLZOa4PR2DWqU4SWtuIjcGnlJ/ovpPx0K37eXcOga5nKROS75enNRGT3uenv5oI3OJRHnq2FE+3rWnY1CrFEfk+uOJ+ukp9SfVT2XkV8/TOLVG9Mej60q5lrxLuSW2vSiOd60Up5Szrt/Svyeifr7dkX9VIE2UN1krJzEtnGjBn7agThm3kpm5nDwGPblFOdf0p6bMSimfnr62yrU1YyxW9eepmbmsGoOeOFH8qE5Pe1ppo5SMiFMjaqsmzshcTlX7Wf+GsbjBkjeuJ5JFGi3EmjIAAOBMfNZ/nlf/OCwAAADc4/UbV++PB7zzAADgLnzWf47X/lWBpGbB8kcHAADci8/6z/LqN67RQk3XWMgAANyNz/rP8uo3rgAAALgH/zgLAAAAV2DjCgAAgCuwcQUAAMAV2LgCAADgCmxcAQAAcAU2rgAAALgCG1cAAABcgY0rAAAArsDGFQAAAFdg4woAAIArfP/xr6+vAQAAgGPxxhUAAABXYOMKAACAK7BxBQAAwAW+ffsfHGThMnSIv7AAAAAASUVORK5CYII=)

182. Write a Java program to check if two binary trees are identical. Assume that two binary trees have the same structure and every identical position has the same value.

Sample Output:

Comparing TreeNode a and TreeNode b:

false

Comparing TreeNode b and TreeNode c:

true

Code:

|  |
| --- |
| // Importing necessary Java utilities  import java.util.\*;  // Main class Code  public class Code {  // Main method  public static void main(String[] args) {  // Creating TreeNode 'a'  TreeNode a = new TreeNode(1);  a.left = new TreeNode(2);  a.right = new TreeNode(3);  a.left.left = new TreeNode(4);    // Creating TreeNode 'b'  TreeNode b = new TreeNode(1);  b.left = new TreeNode(2);  b.right = new TreeNode(3);  b.left.right = new TreeNode(4);    // Creating TreeNode 'c'  TreeNode c = new TreeNode(1);  c.left = new TreeNode(2);  c.right = new TreeNode(3);  c.left.right = new TreeNode(4);    // Comparing TreeNode 'a' and TreeNode 'b'  System.out.println("\nComparing TreeNode a and TreeNode b:");  System.out.println(is\_Identical\_tree\_node(a, b));    // Comparing TreeNode 'b' and TreeNode 'c'  System.out.println("\nComparing TreeNode b and TreeNode c:");  System.out.println(is\_Identical\_tree\_node(b, c));  }  // Method to check if two TreeNode objects are identical  public static boolean is\_Identical\_tree\_node(TreeNode a, TreeNode b) {  // Write your code here  if (a == null && b == null) return true;  if (a == null || b == null) {  return false;  }  if (a.val != b.val) return false;  return is\_Identical\_tree\_node(a.left, b.left) &&  is\_Identical\_tree\_node(a.right, b.right);  }  }  // Definition of TreeNode class  class TreeNode {  public int val;  public TreeNode left, right;  // Constructor to initialize TreeNode object with a value  public TreeNode(int val) {  this.val = val;  this.left = this.right = null;  }  } |

Output:

![A screenshot of a computer
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183. Write a Java program to accept a positive number and repeatedly add all its digits until the result has only one digit.

*Expected Output:*

Input a positive integer: 25

7

Code:

|  |
| --- |
| // Importing necessary Java utilities  import java.util.\*;  // Main class Code  public class Code {  // Main method  public static void main(String[] args) {  // Creating Scanner object for user input  Scanner in = new Scanner(System.in);    // Prompting user to input a positive integer  System.out.print("Input a positive integer: ");    // Reading the input value provided by the user  int n = in.nextInt();    // Checking if the input is a positive integer  if (n > 0)  // Printing the result of add\_digits\_until\_one method if the input is positive  System.out.println(add\_digits\_until\_one(n));  }  // Method to add digits of a number until the result becomes a single digit  public static int add\_digits\_until\_one(int n) {  // Loop to keep adding digits until the number becomes a single digit  while (n > 9) {  int sum\_digits = 0;    // Loop to extract digits and calculate their sum  while (n != 0) {  sum\_digits += n % 10; // Adding the last digit to sum  n /= 10; // Removing the last digit  }  n = sum\_digits; // Assigning the sum to 'n' for next iteration  }  return n; // Returning the single-digit sum  }  } |

Output:

![A close-up of a word

Description automatically generated](data:image/png;base64,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)

184. Write a Java program to find the length of the longest consecutive sequence path in a given binary tree.  
Note: The longest consecutive path need to be from parent to child.
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*Expected Output:*

Length of the longest consecutive sequence path: 4

Code:

|  |
| --- |
| // Importing necessary Java utilities  import java.util.\*;  // TreeNode class definition  class TreeNode {  public int val;  public TreeNode left, right;  // TreeNode class constructor  public TreeNode(int val) {  this.val = val;  this.left = this.right = null;  }  }  // Main class Code  public class Code {  // Main method  public static void main(String[] args) {  // Creating the tree nodes and constructing the binary tree  TreeNode a = new TreeNode(1);  a.right = new TreeNode(3);  a.right.left = new TreeNode(2);  a.right.right = new TreeNode(4);  a.right.right.right = new TreeNode(5);  a.right.right.right.right = new TreeNode(6);  // Printing the length of the longest consecutive sequence path  System.out.println("Length of the longest consecutive sequence path: " + longest\_Consecutive(a));  }  // Method to find the longest consecutive sequence path in a binary tree  public static int longest\_Consecutive(TreeNode root) {  // Base case: if the root is null, return 0  if (root == null) {  return 0;  }  // Compute the result by recursively traversing the tree  int result = diffn(root, 1) + diffn(root, -1);  return Math.max(result, Math.max(longest\_Consecutive(root.left), longest\_Consecutive(root.right)));  }  // Helper method to compute the depth of the consecutive sequence path  private static int diffn(TreeNode tnode, int diff) {  // Base case: if the tree node is null, return 0  if (tnode == null) {  return 0;  }  // Initialize depths for left and right subtrees  int left\_depth = 0, right\_depth = 0;  // Check if there exists a consecutive sequence path in left and right subtrees  if (tnode.left != null && tnode.val - tnode.left.val == diff) {  left\_depth = diffn(tnode.left, diff) + 1;  }  if (tnode.right != null && tnode.val - tnode.right.val == diff) {  right\_depth = diffn(tnode.right, diff) + 1;  }  // Return the maximum depth among left and right consecutive sequence paths  return Math.max(left\_depth, right\_depth);  }  } |

Output:

![](data:image/png;base64,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)

185. Write a Java program to check if two strings are isomorphic or not.

*Expected Output:*

Is abca and zbxz are Isomorphic? true

Code:

|  |
| --- |
| // Importing necessary Java utilities  import java.util.\*;  // Main class Code  public class Code {  // Main method  public static void main(String[] args) {  // Declaring and initializing two strings  String str1 = "abca";  String str2 = "zbxz";    // Printing if the two strings are isomorphic or not  System.out.println("Is " + str1 + " and " + str2 + " are Isomorphic? " + is\_Isomorphic(str1, str2));  }  // Method to check if two strings are isomorphic  public static boolean is\_Isomorphic(String str1, String str2) {  // Check for invalid inputs or unequal lengths of strings  if (str1 == null || str2 == null || str1.length() != str2.length())  return false;    // Creating a HashMap to store character mappings  Map<Character, Character> map = new HashMap<>();    // Loop through each character in the strings  for (int i = 0; i < str1.length(); i++) {  char char\_str1 = str1.charAt(i), char\_str2 = str2.charAt(i);    // If the mapping for str1 character already exists  if (map.containsKey(char\_str1)) {  // Check if the mapping matches with the corresponding character in str2  if (map.get(char\_str1) != char\_str2)  return false;  } else {  // If no mapping for str1 character exists, check if str2 character is already mapped to another str1 character  if (map.containsValue(char\_str2))  return false;    // Create a new mapping for str1 character to str2 character  map.put(char\_str1, char\_str2);  }  }    // If no discrepancies found, return true (strings are isomorphic)  return true;  }  } |

Output:

![A close up of a text

Description automatically generated](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAi0AAAA5CAYAAAD6MRvWAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAFiUAABYlAUlSJPAAAAXSSURBVHhe7d1LjhQ5EIDhblZzPnasOAcrjoLYcMbZNR0zZSlkOcKPtJ2Oqv+TUlT5FWE7O9sUDbx/fHoDAAA43JfHrwAAAEd7//PzW9cnLV9//Hq8AgAA2IdPWgAAQAgcWgAAQAgcWgAAQAgcWgAAQAgcWgAAQAgcWgAAQAgcWgAAQAgcWgAAQAgcWgAAQAgcWgAAQAgcWgAAQAgcWgAAQAgcWgAAQAgcWjr88/v3fxfmuXtN2VPgf1e/FlL/lV9PO2LgbBxaAADh7Dgg4Tzvf35++3i8bvL1x6/Hq7rWTf/3+/fHq7Ol+UTJN4K715Q9PduzPUNOdvVrQe/Vjv1YGY/nwrn4pAUAcJl8g0/XDjpO6+EW8S09tOibWN9gVjkAaNazwirHa2HvX8/SPx7K9XzkVjo5r7hBrRN6KVaef963ll/vnHpyu2LWGozMP5kxJ2/8JI/jzUdY7UUpZ6t+JLcrrHhezqku7+vl1dN2hjxXT2kNav1a++g8dJ/UtlSm9eSmY4m8rzf+rD6l9iIfN7Ha50r9W/smed6jrLmU6Fh5/HycUl5ezrX5tIz/zI7846F8UxKrfJQ3Xq2uVD8yXm+58Op6jcaRurx+dKwTlOYj8jL9gPDmdOeDxMvLqxMta5BYbWsxdujJOfH6tI5Xalt7n5T65kr1Xh9rzN4+XvtR1pgrYu1Syn3mfKzxI69Zr+M+afHaSN3MbwbWePoG0PW6XJTqesYTXg69Y43ojaPLRarz8mqpK+UwixfDmo9o6dfa3jLSp0bG9HIWpbwTq65UnsexymdpGd9rI3VWeaLre8q9Mq+NsMqFrhMt/Vr6tMaxYpRYY+e8MaWu1j/pya1H6zyEzkHoPlZ+3vhWXW/5swr1g7izN8UaryVO3ia91zep0O9L4/bmYJWPuhJHt7Ha1+a/Ws8XdN4mvc/3VEt1XhtLT249rPGurIHm5Z3KRtZjB28+wpv/1TnNiOP1s1h9WuO0xOjhrYNoiSdj1Ma5Q57HrLzSXL318vbzmRx7aDl5A0ZuxFk37yl653P6/K/M58SH54jIuZf0PkOs+XvrUqqrreNIHFGrL9nVZ8SuOLs823xOddyhRW+8PHTStYqOoa8TlPKSa7ZSDLmiS3NY9TDJx+2Jszo3vY/6GiE5lvIsjS/X3XSuJ+W1irU/ryDC3GfmqO9nfb2SIz9pKW3yis05ebN35fasN3ya14kPtNW5Peue9tj1DAGw19E/05IePPrhM+uho8fRcfJ4d9iV28lrcEWa1+o55HH0elpW57ZzT0vj6+sEpXxa9glnO+ke20nfz6XrFYT5QdxVGzJr3NqDcORBuesmvOtmP/2bh5efVXfKnF7lAdajtia79vTue+eUe/SUPDy7c4ywJnc77tBy96ZJ/N4cdPv8wajfl8btiTWS24iZcdL88/FWzSONe/Wbts7PGyvVtcSbldsIiT1rzVP+1niz4ozqja/3I++r31/dt11xPLvieLx1EKUyTerTtcqutdFz8OaT8rHarFyL0xz3HybW+sy6mXbm1ttvJLcRV9agFNuqs+JIO2+8Xi3zac0t8eYpdL1VLkZyG9ESR5Ty7olfizNjLuLKfCyl3Hr7lNaspexKbqU6y+w4Vl0tjvDGs3hz1X29dld5Oeq41trU9K7BlTV7Jkf/7aHczE2RsazxestFra5nzN72o3bGyc0c/wovj1Kd98DU72sPmFUkB2tOVvmIXXFGePG9nHfMZ1ccz644nhPWoWZ1Hvn43poIr97r92y2/ou4AID1Rn/3D5wuzA/iAgCA18ahBQAAhMChBQAAhMChBQAAhMChBQCejPc3TYDIOLQAAIAQOLQAAIAQOLQAAIAQOLQAAIAQOLQAAIAQOLQAAIAQOLQAAIAQOLQAAIAQOLQAAIAQOLQAAIAQ3j8+PV4DAAAci09aAABACBxaAABACBxaAABACBxaAABACBxaAABACBxaAABACBxaAABAAG9vfwH0jmJHTJK0cgAAAABJRU5ErkJggg==)

186. Write a Java program to check if a number is a strobogrammatic number. The number is represented as a string.

According to Wikipedia "A strobogrammatic number is a number whose numeral is rotationally symmetric, so that it appears the same when rotated 180 degrees. In other words, the numeral looks the same right-side up and upside down (e.g., 69, 96, 1001). A strobogrammatic prime is a strobogrammatic number that is also a prime number, i.e., a number that is only divisible by one and itself (e.g., 11). It is a type of ambigram, words and numbers that retain their meaning when viewed from a different perspective, such as palindromes."  
The first few strobogrammatic numbers are:  
0, 1, 8, 11, 69, 88, 96, 101, 111, 181, 609, 619, 689, 808, 818, 888, 906, 916, 986, 1001, 1111, 1691, 1881, 1961, 6009, 6119, 6699, 6889, 6969, 8008, 8118, 8698, 8888, 8968, 9006, 9116, 9696, 9886, 9966, ...

*Expected Output:*

Is 9006 is Strobogrammatic? true

Code:

|  |
| --- |
| // Importing necessary Java utilities  import java.util.\*;  // Main class  public class Main {  // Main method  public static void main(String[] args) {  // Declaring and initializing a string  String n = "9006";  // Printing if the string is Strobogrammatic or not  System.out.println("Is " + n + " is Strobogrammatic? " + is\_Strobogrammatic(n));  }  // Method to check if the given string is Strobogrammatic  public static boolean is\_Strobogrammatic(String n) {  // Check for null or empty string  if (n == null || n.length() == 0) {  return true;  }  // Create a HashMap to store Strobogrammatic pairs  Map<Character, Character> map = new HashMap<>();  map.put('0', '0');  map.put('1', '1');  map.put('8', '8');  map.put('6', '9');  map.put('9', '6');  // Use two pointers to traverse the string from both ends  int left = 0;  int right = n.length() - 1;  // Continue until the left pointer is less than or equal to the right pointer  while (left <= right) {  // Check if the characters at the current positions are valid Strobogrammatic pairs  if (!map.containsKey(n.charAt(right)) || n.charAt(left) != map.get(n.charAt(right))) {  return false;  }  // Move the pointers towards the center  left++;  right--;  }  // If the loop completes, the string is Strobogrammatic  return true;  }  } |

Output:

![A blue text on a white background

Description automatically generated](data:image/png;base64,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)

187. Write a Java program to find the index of the first non-repeating character in a given string.

*Expected Output:*

Index of first non-repeating character in 'google' is: 4

Code:

|  |
| --- |
| // Importing necessary Java utilities  import java.util.\*;  // Main class Code  public class Main {  // Main method  public static void main(String[] args) {  // Declaring and initializing a string  String str1 = "google";  // Printing the index of the first non-repeating character in the given string  System.out.println("Index of first non-repeating character in '" + str1 + "' is: " + first\_unique\_character(str1));  }  // Method to find the index of the first non-repeating character in the given string  public static int first\_unique\_character(String str1) {  // Creating a HashMap to store character frequencies  HashMap<Character, Integer> map = new HashMap<>();  // Iterating through the string to count character occurrences and store in the map  for (int i = 0; i < str1.length(); ++i) {  char chr = str1.charAt(i);  // Incrementing the count if character already exists, else adding the character with count 1  map.put(chr, map.containsKey(chr) ? map.get(chr) + 1 : 1);  }  // Iterating through the string to find the first non-repeating character  for (int i = 0; i < str1.length(); ++i) {  if (map.get(str1.charAt(i)) < 2) {  // Returning the index of the first non-repeating character  return i;  }  }  // If no non-repeating character found, returning -1  return -1;  }  } |

Output:
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Description automatically generated](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAA3oAAABZCAYAAABog1Z9AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAFiUAABYlAUlSJPAAAAjmSURBVHhe7d1Bkts2FgBQezY9x9FZsswm58guN0lllePoOrPzFGKhBsXBB0GQoijovSqWu0kA/wMk1Potl/39fr//uN1u3wAAAJjDvx5/AgAAMAmFHgAAwGQUegAAAJNR6AEAAExGoQcAADAZhR4AAMBkFHoAAACTUegBAABMRqEHAAAwGYUeAADAZBR6AAAAk1HoAQAATEahBwAAMBmFHgAAwGQUegAAAJNR6AEAAExGoQcAADAZhR4AAMBkFHoAAACT+X6/33/cbrfHt33+/uPXx1fb/fL7n4+vAAAAOMLX19fjq598ogcAADAZhR4AAMBkFHoAAACTUegBAABMRqEHAAAwGYUeAADAZBR6AAAAk1HoAQAATEahBwAAMBmFHgAAwGQUegAAAJNR6AEAAExGoQcAADCZ7/f7/cftdnt82+fvP359fLXdL7//+fjqPfz7r7/++fM/v/32z5+fJM+99Ix12BKnbPuJ9wSyT90Ln/ya/Amu/Fx/+p5beuYanLXWn3pPmdfX19fjq598okdV9MJ+tLPinGGmuXAuzw6jPDsARC5d6KUfYD0HxyrXNP2GqzyOdFacM3gOGeXZYZRnhzO8+8/nT5ReG/LBZ/OJHqGzXtC3xPHDBn6yF5iR55ozzfi8Ke4oXbrQKzdguQmj8wAAALzZP8aSf0vRKu6WbcrfbKwVha3fgkR9l3162tXabMmzV20+PWPnfkflEemNU5tH0uq3HHs5Rk/fUq19lFfN2hzXtOazNnbvfJI9cbZoxUlasUbaPjtOtuyTLftG7WrKvr3jl3Kf3KYcY21Oa3mu9d+iFqs2/jPmszVO0oq1JU6p1m/ZJxq7pjWvrGceuc2WvltEcxrN7ai8lrbGiOaV1cao9VmLdVSfUqt/7juyBj19krJfb59e0dxH5pNsmdPRc1nK+aU45dd8jo/5x1jSA77ckMvvS61rkVqfWtyk3GitWEdtyChGLb98bnktOj8qGi86f5TamFGcrefPlvJY5tLKrTWftX7L6632e9TGjWJFbddyi9pE/aK2Uftk9NpZavlfJeco1lp+y+tr7SOta0ntetTn6BxafbaqjZXO9cSI+r5aLf9n5ZV+PudjzUgOUZ/aHLMj+xytFqeVV2nLWp9lz3rmNj1tR+Wxr7RmvN60n+hluW15ftm/59re81nt+lqfrfJ4SS1OEp1v2ZvfUXF61msZa8s61MZN13ritdrsEc0nmksSXevtk/TEGRHFSdbyjnKu5dUTp3e8VpwkXV/LoXU9Grelp28ZP8ltW3lF11p9Rq3l0cotydfXcquNlUT9ojhJK9bWOMnIeEnuF10vRW1bY5R5JWWb8lpP/C165hXl9sy8ekU5tHK7cp+l3LbVLmrT0/dse+aTpGtr88n9k2fNfZljz7yYz0f99wrlwx096CObr7V58rly3Jp8fa3dVq35lN8v25VHFp0fFY0XnT/KcsyRGM/Ia1SZS5TXyHOw1BPnCK38spxn7Vo+15pLEsUp++2JU+uTROdfocylJ69lm6PnUq5lbey1eOX1LW1La/2SZZtWn61x9q5Bjz3Pdbbse0ReRylzuWpeSZRb6xkovy/bjfQptfrslWPWxsznorzeUc/a5TZHrnOpteZ8tmkLva0P+1mbo4zTeqHeKxrvrHlexch8r/wDaOt8Rp+Ds56T2eJc2ZXXYCQ3z+h55HaOaC6tOY70Ydye9wfuCa/gv1fYIW342rFmudlt/vOlNW/dhy33k3gvpGNE7f4ktfHTcbRajHSsqfVJx7ta5v7Oc0nKe1IeI6JnNKnFSMer1XJKx6jWGnDt/XNGbmnM2vGOyuf8anPJediL1Cj0oFB743KlF3Sua6ZnZO1NzTu+oTjr/sz0HDDmyvtnxr19lrQ2y/VZrt/Zcmz3jYhCb4e86aMjstyYr3yRoK52H92nWLley+NItfHL4yi1sctjqXw2etpfXetZf/f5LO/NkfO5+nNQy6k8OMaV98+ZuZXPVu14V7U5tNb1DCn+8shq5/gcCr2GZ2yKaMyjY50V5xNs+YF0tfX1HMSesQZ73rxc5Z7kPMo3M+XxDGfN/Vn5L43E2bMGV3l22Ld/ovvYur9b+uzJjbot69a6j/AsH1/o5U263ICtDRn1yXo2cx7j6BfXcrzWnI6OO4Oe+xa52nrO9hzkPKN7tPXeRWvwjDhrfd7lHjxDOffaOm1d76167s8RWnH2rEHvs3P0c82xWs9A+X3ZbqTPWWZ83vbmnPsfPfe01tGR1c7xOS79/+j1bojy4c19ag90dC2Kk9pt7ZO14ifl9ej8qJHcStGcj9YbZ20+yXKMkTkctW41e9eyNZ/o2sh8RuKMGBlrz3wiZ/XJovm2+pd9euIsY+Q+rbyjPpFoHiO2xnrGfLKyXytOZCROstavlUOrb20+kVqMkTUY0bNu0Zq9Mu/InrWOXLlPsuw3Eucsr5hP2f+sueeYr1xrzvdR/49er9omWNsY6XrUpna+tcnL73tegNZszY2fWmvTs25XW9uUT5TT1XLtcfR8WmNtjTPSp9TT5krS69QRr1XJ3rXrcUaMZDTOaL9k7Xq2JwbHqu2fkfsz0mfNUXv7Gbm9UivnnvnkNu84d97bpT/RA9gjv2Hxw7Vfz5pZV6i78v6xt2F+PtEDAACYnEIPgP+Tf7O/FJ0H/ufK+8fehs/hr24C08pvXPw1pG163vBZU6i78v6xt2Fu/uomAE2tN3rpmjeCELvy/rlybsDxfKIHAADw5nyiBwAAMDmFHgAAwGQUegAAAJNR6AEAAExGoQcAADAZhR4AAMBkFHoAAACTUegBAABMRqEHAAAwGYUeAADAZL7f7/cft9vt8S0AAADvzid6AAAAk1HoAQAATEahBwAAMBmFHgAAwGQUegAAAJNR6AEAAExGoQcAADAZhR4AAMBkFHoAAACTUegBAABMRqEHAAAwGYUeAADAZBR6AAAAk1HoAQAATEahBwAAMBmFHgAAwGQUegAAAJNR6AEAAExGoQcAADAZhR4AAMBkFHoAAABT+fbtv+57xm0m+kXcAAAAAElFTkSuQmCC)

188. Write a Java program to find all the start indices of a given string's anagrams in another given string.

*Expected Output:*

Original String: zyxwyxyxzwxyz

Starting anagram indices of xyz: [0, 6, 10]

Code:

|  |
| --- |
| // Importing necessary Java utilities  import java.util.\*;  // Main class  public class Main {  // Main method  public static void main(String[] args) {  // Declaring and initializing two strings  String str1 = "zyxwyxyxzwxyz";  String str2 = "xyz";  // Printing the original strings  System.out.println("Original String: " + str1);  System.out.println("Starting anagram indices of " + str2 + ": " + find\_Anagrams(str1, str2));  }  // Method to find the starting indices of anagrams of str2 in str1  public static List<Integer> find\_Anagrams(String str1, String str2) {  // Creating a list to store starting indices of anagrams  List<Integer> list = new ArrayList<>();  // Check if str1 is smaller than str2 or str2 is empty  if (str1.length() < str2.length() || str2.length() < 1) {  return list;  }  // If str1 is the same as str2, add 0 as the starting index  if (str1.equals(str2)) {  list.add(0);  return list;  }  // Creating a HashMap to store character frequencies in str2  HashMap<Character, Integer> map = new HashMap<>();  for (char c : str2.toCharArray()) {  if (map.containsKey(c)) {  map.put(c, map.get(c) + 1);  } else {  map.put(c, 1);  }  }  // Variables to track lengths and count of correct characters  int str2\_length = str2.length();  int current\_length = 0;  int correct\_chars = 0;  // Looping through str1 to find anagrams of str2  for (int i = 0; i < str1.length(); ++i) {  current\_length++;  if (map.containsKey(str1.charAt(i))) {  int ctr = map.get(str1.charAt(i));  if (ctr > 0) {  correct\_chars++;  }  map.put(str1.charAt(i), ctr - 1);  }  if (current\_length == str2\_length) {  int begin\_pos = i - str2\_length + 1;  if (correct\_chars == str2\_length) {  list.add(begin\_pos);  }  if (map.containsKey(str1.charAt(begin\_pos))) {  int ctr = map.get(str1.charAt(begin\_pos));  if (ctr >= 0) {  correct\_chars--;  }  map.put(str1.charAt(begin\_pos), ctr + 1);  }  current\_length--;  }  }  return list;  }  } |

Output:

![A close-up of a blue and white font

AI-generated content may be incorrect.](data:image/png;base64,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)

189. Write a Java program to two non-negative integers num1 and num2 represented as strings, return the sum of num1 and num2.

*Expected Output:*

'123' + '456' = 579

Code:

|  |
| --- |
| // Importing necessary Java utilities  import java.util.\*;  // Main class Code  public class Code {  // Main method  public static void main(String[] args) {  // Declaring and initializing two strings representing numbers  String n1 = "123";  String n2 = "456";    // Printing the addition of two strings representing numbers  System.out.println("'" + n1 + "'" + " + " + "'" + n2 + "'" + " = " + addStrings(n1, n2));  }    // Method to add two strings representing numbers  public static String addStrings(String n1, String n2) {  // Convert input strings to integer arrays  int[] x = str\_num(n1);  int[] y = str\_num(n2);    // Initialize an array to store the sum, considering carry  int[] sum = new int[Math.max(x.length, y.length) + 1];  int z = 0;  int index = sum.length - 1;  int i = 0;  int j = 0;    // Iterate through both integer arrays to calculate the sum  while (index >= 0) {  if (i < x.length) {  z += x[i++];  }  if (j < y.length) {  z += y[j++];  }  sum[index--] = z % 10;  z /= 10; // store the carry  }    // Construct the sum string from the array  StringBuilder sb = new StringBuilder(sum.length);  for (i = (sum[0] == 0 ? 1 : 0); i < sum.length; ++i) {  sb.append(sum[i]);  }  return sb.toString();  }  // Helper method to convert a string of digits to an integer array  private static int[] str\_num(String num) {  char[] digits = num.toCharArray();  int[] number = new int[digits.length];  int index = number.length - 1;  for (char digit : digits) {  number[index--] = digit - '0'; // Convert character to integer and store in the array  }  return number;  }  } |

Output:

![A white rectangular object with a black border

Description automatically generated](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAA4UAAABRCAYAAABllwMEAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAFiUAABYlAUlSJPAAAATkSURBVHhe7dxNjptKFAZQwMZ+68sso6wjoywlyiTrYTlvhBOQK0JuwIBNG3PPkRA/poC6uKX6VGrnl78yAAAANq8vvlVVlZ3P56wsy+x0OmWHwyE7Ho/tulEURZbnebtO7Zv9uq7b/aI9AgAAQEhCIQAAQGBCIQAAQGBCIQAAQGBCIQAAQGBCIQAAQGBCIQAAQGBCIQAAQGBCIQAAQGBCIQAAQGBCIQAAQGBCIQAAQGBCIQAAQGBCIQAAQGBCIQAAQGD57x9fL9ft2b58/3ndAgAA4BnO5/N166PL5WN8q6qqbVOWZXY6nbLD4ZAdj8d23SiKIsvzvF2n9s1+XdftvplCAACAwIRCAACAwIRCAACAwIRCAACAwIRCAACAwIRCAACAwIRCAACAwIRCAACAwIRCAACAwIRCAACAwIRCAACAwIRCAACAwIRCAACAwIRCAACAwF4SCv/79evfsgf6s2176w8AADyTmUIAAIDA8t8/vl6u27N9+f7zujVPd8bm/2/frlvj5rbpmxUaazf3/K4l/dmyR/pzr21fnbvu3W/Je9rD+5lbt3vnJ0P1uG3/rnUDAHhH5/P5uvXR5fIxvlVV1bYpyzI7nU7Z4XDIjsdju24URZHled6uU/tmv67rdn/zM4XN4HTqADcZOv9Zx+m3dr28j/U1Ne6r89BxAADe36ZnCm/PS/tz2iRj92w+6zuWjN2vMefcR6V7rXmfpf3ptmv0tV36/I/U+JG2W7G0bkOGrjf3OAAAz2emsCMNQOcMRIfajF2j77M592Td0NC9tvfyuCXBLx1L5wAAsB8vCYVpcN83+Lw15ZxbS9o8Yk5/3sHc/qwZCJNHrj23PwAAEIlfHx3wGUGH+7Y+M9U835RlK9Kz+F4DAJCECYVTBua3g3gD5/uW1qpb67Tcs6TN3nxGDfquucZ9AADYhpf80MxSaWC6JKxNaTs08H1VOJw7EH/Fc/bVdazW9/p022ZKDV71fj7T3Lr1GXsviXoDALyeH5pZwZTBcKP5vLskUwbKEU2ta9dtjdOSjNV6SZu9uO17WpJn1aB7za6h4wAAvL/dzxQuadP1aPtn28rzjD3H0mfsa3fvWq+uR7r/PWs+35QaPKNOr641AEAUZgqfyCB2fU2Nb5ek7xjvKb1Df0sAAPuz21BoEMtnaL5fU5ZX8rcAAMCYXYbCZw2CDaaHpbDTtyR9x4YM1Trtp8+7vJ/1a9BcX50BAPZt0/9T2BcE+nQHq2u02dJg+B0G6GPPOFbroT690/tZy5K6NbrtptRp6D4RagwAsBX+p3BDmoHw1gbDW3ymZxjr01Cf91qLOab2/5E6Ra8xAMDevdWvjwIAAOydmUIAAAA+jVAIAAAQmFAIAAAQmFAIAAAQmFAIAAAQmFAIAAAQmFAIAAAQmFAIAAAQmFAIAAAQmFAIAAAQmFAIAAAQmFAIAAAQmFAIAAAQmFAIAAAQWH7567oNAADAhvXFt6qqsvP5nJVlmZ1Op+xwOGTH47FdN4qiyPI8b9epfbNf13W7b6YQAAAgMKEQAAAgMKEQAAAgMKEQAAAgMKEQAAAgMKEQAAAgMKEQAAAgMKEQAAAgMKEQAAAgMKEQAAAgMKEQAAAgMKEQAAAgMKEQAAAgMKEQAAAgMKEQAAAgMKEQAAAgMKEQAAAgrCz7A17WjPmKv1B3AAAAAElFTkSuQmCC)

190. Write a Java program to find the missing string from two given strings.

*Expected Output:*

Missing string: [Code]

Code:

|  |
| --- |
| // Importing necessary Java utilities  import java.util.\*;  // Main class Code  public class Code {  // Main method  public static void main(String[] args) {  // Declaring and initializing two strings  String str1 = "Java Programming Exercises, Practice, Code";  String str2 = "Java Programming Exercises, Practice,";    // Printing the missing words in the string  System.out.println("Missing string: " + Arrays.toString(missing\_Words(str1, str2)));  }  // Method to find missing words in the given strings  public static String[] missing\_Words(String t, String s) {  // Splitting the strings into arrays using space as delimiter  String[] s1 = t.split(" ");  String[] s2 = s.split(" ");    // Calculating the number of missing words  int sz = s1.length - s2.length;  String[] missing\_str = new String[sz];  int c = 0;    // Looping through the first array to find missing words  for (int i = 0; i < s1.length; i++) {  int flag = 0;  // Checking if the word is present in the second array  for (int j = 0; j < s2.length; j++) {  if (s1[i].equals(s2[j]))  flag = 1;  }  // If word is not found in the second array, add it to missing string array  if (flag == 0) {  missing\_str[c++] = s1[i];  }  }  return missing\_str; // Return the array containing missing words  }  } |

Output:

![A close-up of a sign

AI-generated content may be incorrect.](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAeQAAABECAYAAABQxUajAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAFiUAABYlAUlSJPAAAAS1SURBVHhe7d1Ljtw2EADQSVY+X5bZ+BzZ5SaGV7lidokJNAGCECmKrU9J/R7QcLv5K5Uk1mg8tn/775cvAOBSv79+BQAupCADQAAKMgAEoCADQAAKMgAEoCADQAAKMgAEoCADQAAKMgAEoCADQAAKMgAEoCADQAAKMgAE0P3fnv75+8/Xu+3++OvH6x0AsMYTMgAEoCADQAAKMgAEoCADQAAKMgAEoCADQAAKMgAEoCADQAAKMgAEoCADQAAKMgAEoCADQAAKMgAE8Ij/7enbz5+vd19f/37//noXQ+TYnubTc10ef+nKXESMaUnEa+cuuWM/npA5XGtjgSO43rirywtyunnya8laO7E5b+dLT1Dlq6e8v/JrT1ti2cPe8V/p7NxxvUc8IUe+aCPH9jRyPa5XfJ9U1Ea5dojAt6zhw5QFtyxEChJc6/If6qq/Gi83hC1t2ciGsjR2bdyWMTOx5TG5TznHTGyltfGjRnOwFk+pHN/LQbJlrd4x99bpjUta62Vr667N/476uFpG+7Us5WB0rpG1e32W2pbiaRkZN3IsS2Nb4+qYy7Eja2X1PDxPmCfk1kW298XXuglbnyczY2alOet5Z2LbW2udo9ZfmnfvtdJ89Zy9Nd5ZP499Z44IWvGnz+9+bKNmc7DU3uvP5wnzhJwK78j7lnf7pLbW58mWMbUtsWW5b/l5Pb7V1hszoxd/auut0RtbK+NOZo5pZL3WOr01Wm1b40p6/d6R11ibfzaWd3OQjMTY67M2fmT+li2xJWW/1udJ2Zbk9t6YJSPxcW/+DPll5iI/6sYo5x1Zo+5zVFxLzshBcsY6I2vMxpX7jfY/UhlD2uTrgrGkVzzq+Z5qjxyU/eo5IFRB7l3ke5rZNM7aaCLfpE/Lwdm5jnRuUyxlPOnc5ldP6xgiHdvRZnPwSTliTsgn5KM2/vKGmNmARsecrY5n7/ii5CDFcfWmdnSuz7aU07sfE9xVuIKcN4ejNt7WBtTbhGbGnKGMKcdTxlTH/I6oOTjLmbm+Qn1+P+W8QiQhn5DP2NzyBrRlE5oZc6Te2mWMe4qWg7NckesrPOlY4G78UNcvM5vQ1RtXLhApjqXXGbasc+eivVeun/CFS+sYzji2LWscGc+VOeDZPqogz9wwbrL3crClYD1ZzmGE66kXQ6utPI91n/L3e57vct5ezKUjr7crcsBnCfX3kFuWLvaRG7Sec23MUgxHjElasfXm2+N4Zry7Tm98ObaXg5a12JJW3pbWabWtrbMWczl+y/Ft0Tuu0tqxJL3ctMyMSfZaK+uNLcfNxPZODra21bb05Z4+6gm5dyG32mbGRJFu4LUNZMS7OYiepz2s5TrnIEIu1s5nq32tbU/1fL21a3vHUurFceS6fIbLn5CZM/LV8kgf1t0l1873szm/z+eHugAgAAX55vJXzbXW58yTa+BIvmV9YyOFwLe39nGHXLdidA3ck/P5eTwh31jvxkxtbtz9yDVwNE/IABCAJ2QACEBBBoAAFGQACEBBBoAAFGQACEBBBoAAFGQACEBBBoAAFGQACEBBBoAAuv90JgBwDk/IABCAggwAASjIABCAggwAASjIABCAggwAl/v6+h98ZzIOtNrARgAAAABJRU5ErkJggg==)

191. Write a Java program to test whether there are two integers x and y such that x^2 + y^2 is equal to a given positive number.

*Expected Output:*

Input a positive integer: 25

Is 25 sum of two square numbers? true

Code:

|  |
| --- |
| import java.util.\*;  // Main class for the Code  public class Code {  // Main method to execute the Code  public static void main(String[] args) {  // Create a Scanner object for user input  Scanner in = new Scanner(System.in);    // Prompt the user to input a positive integer  System.out.print("Input a positive integer: ");    // Read the user input as an integer  int n = in.nextInt();  // Check if the input is a positive integer  if (n > 0) {  // Display the result of the sum\_of\_square\_numbers function  System.out.print("Is " + n + " sum of two square numbers? " + sum\_of\_square\_numbers(n));  }  }  // Function to check if a number is the sum of two square numbers  public static boolean sum\_of\_square\_numbers(int n) {  // Initialize two pointers, left\_num and right\_num  int left\_num = 0, right\_num = (int) Math.sqrt(n);  // Iterate until the left\_num pointer is less than or equal to the right\_num pointer  while (left\_num <= right\_num) {  // Check if the sum of squares of left\_num and right\_num is equal to n  if (left\_num \* left\_num + right\_num \* right\_num == n) {  return true;  } else if (left\_num \* left\_num + right\_num \* right\_num < n) {  // Increment left\_num if the current sum is less than n  left\_num++;  } else {  // Decrement right\_num if the current sum is greater than n  right\_num--;  }  }  // If no pair of square numbers sum up to n, return false  return false;  }  } |

Output:

![A close-up of a number

AI-generated content may be incorrect.](data:image/png;base64,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)

192. Write a Java program to rearrange the alphabets in the order followed by the sum of digits in a given string containing uppercase alphabets and integer digits (from 0 to 9).

*Expected Output:*

ADEHNS23

Code:

|  |
| --- |
| // Import necessary Java utility and language packages  import java.util.\*;  import java.lang.\*;  // Main class for the Code  public class Code {  // Constant representing the maximum number of characters  static final int MAX\_CHAR = 20;  // Main method to execute the Code  public static void main(String args[]) {  // Input string with alphanumeric characters  String str1 = "AND456HSE8";    // Print the result of the arrange\_String\_nums function  System.out.println(arrange\_String\_nums(str1));  }  // Function to arrange uppercase characters and sum of numbers in the given string  static String arrange\_String\_nums(String str1) {  // Array to count the occurrences of each uppercase character  int char\_count[] = new int[MAX\_CHAR];  // Variable to store the sum of numeric characters  int sum\_num = 0;  // Iterate through the characters in the input string  for (int i = 0; i < str1.length(); i++) {  // Check if the character is uppercase and update the char\_count array  if (Character.isUpperCase(str1.charAt(i)))  char\_count[str1.charAt(i) - 'A']++;  else  // Accumulate the numeric characters for sum  sum\_num = sum\_num + (str1.charAt(i) - '0');  }  // Initialize a string to store the rearranged characters  String rarr\_part = "";  // Iterate through the characters using their ASCII values  for (int i = 0; i < MAX\_CHAR; i++) {  // Convert ASCII value to corresponding character  char ch = (char)('A' + i);  // Append the characters to the result string based on their occurrences  while (char\_count[i]-- != 0)  rarr\_part = rarr\_part + ch;  }  // If the sum of numeric characters is greater than 0, append it to the result string  if (sum\_num > 0)  rarr\_part = rarr\_part + sum\_num;  // Return the rearranged string  return rarr\_part;  }  } |

Output:

![A close-up of a number

AI-generated content may be incorrect.](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAPYAAAA/CAYAAADT9TW0AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAFiUAABYlAUlSJPAAAAJ8SURBVHhe7d3BbtQwFAXQgRXfx5JNv4Mdf4K64hfZAZbGUghOYmdok9w5R4oadfxsZ/TuZNpq1A+//rgBUT7evwJBBBsCCTYEEmwIJNgQSLAhkGBDoO6/Y//49uV+Nu7z1+/3M+A9uGNDIMGGQIINgQQbAgk2BBJsCCTYEEiwIZBgQyDBhkCCDYEEGwIJNgQSbAgk2BDo1J/H/vT6ej+73X6+vNzP/jYdM7dUU6zVVdP6Or5nzjpmZP+tx1t7XFu/GK3Zswbnd/o7dm2yVgNuKTV76t7CyD7W9r02z2jNnjW4htMGe7S5ygvA/KjW5mrV1eMI072O7Gmprlp6DqZje8ZzDdE/Y08b9Uh1HyNhWdr71vfnjy+NL1qPrY3nOi4R7Npse+4ij9RejVBSnTLYNYRJjTp6LUe9ECU+988o+q14j9LIS0dLa1w9emyNmwZqZN4lPfV1nTpWqK/vMsGuzfZoox+pNzBlXCvgj1z7SFgfXYvjnTbYI434iBqi1tHSGlePXr2hac07Erg6dmtvdZ35esJ9XacLtmb6157A9Ya6ZU8N53LaO3ZpzPlRTc+3jIx9DzU0e/bVG7g6t4A+r6f55dmzNLlQU5wq2NOmXDqqrTteeXxrzFHqdbT2t7bnnmsups/THv9rHo5zqg+B9DbUdNxWsxet+UbrevY2H7NWM19/XrOmZ74l09qtmtY6XEP0W/HSmGdtzqV9re33va7nvdbh7fg3uhDoaX55Bs9EsCGQYEMgwYZAgg2BBBsCCTYEEmwIJNgQSLAhkGBDIMGGQIINgQQbAgk2BOr+PDZwHe7YEEiwIZBgQyDBhkCCDYEEGwIJNsS53X4DJd9pVEiiI7MAAAAASUVORK5CYII=)

193. Write a Java program that accepts an integer and sums the elements from all possible subsets of a set formed by the first n natural numbers.

*Expected Output:*

Input a positive integer: 25

Sum of subsets of n is : 1157627904

Code:

|  |
| --- |
| // Import Scanner class from java.util package for user input  import java.util.Scanner;  // Main class for the Code  public class Code {  // Main method to execute the Code  public static void main(String[] args) {  // Create a Scanner object for user input  Scanner in = new Scanner(System.in);  // Prompt the user to input a positive integer  System.out.print("Input a positive integer: ");  // Read the user input as an integer  int n = in.nextInt();  // Calculate the sum of subsets using a mathematical formula  int result = (n \* (n + 1) / 2) \* (1 << (n - 1));  // Display the result of the sum of subsets  System.out.print("Sum of subsets of n is : " + result);  }  } |

Output:

![A close-up of a math

AI-generated content may be incorrect.](data:image/png;base64,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)

194. Write a Java program to determine the all positions of a given number in a given matrix. If the number is not found print ("Number not found!").

*Expected Output:*

(0,2)

(1,0)

(2,1)

Code:

|  |
| --- |
| // Main class for the Code  public class Code {  // Main method to execute the Code  public static void main(String[] args) {  // Initialize the target number  int num = 3;  // Initialize a 2D matrix  int matrix[][] = {  {2, 5, 3},  {3, 2, 1},  {1, 3, 5}  };  // Get the number of rows in the matrix  int r = matrix.length;  // Get the number of columns in the matrix  int c = matrix[0].length - 1;  // Initialize variables for matrix traversal  int m = 0, n = 0;  // Boolean flag to check if the number is found in the matrix  Boolean flag = false;  // Iterate through the rows of the matrix  while (m < r) {  // Iterate through the columns of the matrix  while (n <= c) {  // Check if the current element is equal to the target number  if (matrix[m][n] == num) {  // Display the coordinates of the found number  System.out.print("\n(" + m + "," + n + ")\n");  // Set the flag to true indicating the number is found  flag = true;  }  // Move to the next column  n++;  }  // Move to the next row and reset column index  m++;  n = 0;  }  // Display a message if the number is not found in the matrix  if (flag == false)  System.out.print("Number not found!");  }  } |

Output:

![A screenshot of a computer

AI-generated content may be incorrect.](data:image/png;base64,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)

195. Write a Java program to check if three given side lengths (integers) can make a triangle or not.

*Expected Output:*

Input side1: 5

Input side2: 6

Input side3: 8

Is the said sides form a triangle: true

Code:

|  |
| --- |
| // Import Scanner class from java.util package for user input  import java.util.\*;  // Main class for the Code  public class Code {  // Main method to execute the Code  public static void main(String[] args) {  // Create a Scanner object for user input  Scanner in = new Scanner(System.in);  // Prompt the user to input the first side of the triangle  System.out.print("Input side1: ");  // Read the user input as an integer  int s1 = in.nextInt();  // Prompt the user to input the second side of the triangle  System.out.print("Input side2: ");  // Read the user input as an integer  int s2 = in.nextInt();  // Prompt the user to input the third side of the triangle  System.out.print("Input side3: ");  // Read the user input as an integer  int s3 = in.nextInt();  // Display the result of the isValidTriangle function  System.out.print("Is the said sides form a triangle: " + isValidTriangle(s1, s2, s3));  }  // Function to check if the given sides form a valid triangle  public static boolean isValidTriangle(int a, int b, int c) {  // Check the triangle inequality theorem to determine validity  return (a + b > c && b + c > a && c + a > b);  }  } |

Output:

![A white background with blue text

AI-generated content may be incorrect.](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAvwAAACgCAYAAABwi7gqAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAFiUAABYlAUlSJPAAAA7KSURBVHhe7d1Njtu42gZQ5456OV5LD3ty15FZdhJklJ15DYZtIB/43WKDEEiKkiVZos4BhLgs/rxkVK4niqvq2+12+/N6vS6Px+PyfD4v9/v9cr1eLwAAwPH95+tPAACgQwI/AAB0TOAHAICOCfwAANAxgR8AADom8AMAQMcEfgAA6JjADwAAHRP4AQCgYwI/AAB07Nvtdvvzer0uj8fj8nw+L/f7/XK9Xr9Ot/n945+vR9P9/f3n1yMAAGBp7vADAEDHBH4AAOiYwA8AAB0T+AEAoGMCPwAAdEzgBwCAjgn8AADQMYEfAAA6JvADAEDHBH4AAOiYwA8AAB0T+AEAoGMCPwAAdEzgZ9Rfv379e8z1bn8AAOYR+HdCGAYAYA3fbrfbn9frdXk8Hpfn83m53++X6/X6dbrN7x//fD2a7u/vP78ejWsNxff//vfr0THEde217nTf59a41hqXqO3Txq7ro64LANgHd/gZFQJnPPYihOSxoAwAwMECfxo80/BZep4+9XBXP2d4HccDAOAdh3pLz1AMfrVQNGzTEhZrfYJcv1otuXPDMWtKdU6Vm7M0dqm+llpqa2udb2ye0D62iX1baovS/p82p34AgFaneUtPCFUxWEXDj4dyfYKxfntUqnnptcwZr7THtbHeCcdx3Dm1AgAczenewx+CYhoWW0Jf7PNOyBzKjZk+lx7vimucMnZru1S6l639S7UBALCMUwX+NEi2hsphu/hxL3eHlwrXw7DfIg37Q2vucxx7qbUvJax1eAAAvOs0gX9OuNtbIHzXFgHyKHt2lDqFfgDgXad7S88ZpeF2j3eP05rS4yzC30/uiM60FwDA8gT+kxiGyOBswfpohn9fAABzCPwnE4N/GiY/HfrTmnIHAADzCfwTTQ3HU9pvHby3CtN7/F+EPdYEALAGgX+CNCSWwnLapjVUrh28twi3cQ3DuWpzl/pEa9Udx11r/KXE+rb6hxkA0KdD/abd1oCWBqRaaCqdG5unFMDm9gtqfWv9Wsypa6xP0LpvoV0819onmltbkOsbpP1LbbZUW88e6gMAjs0d/olqAWx4LnzcGtjWDHZTan5Hbqyx8cP5Upsla0vFcdcafyl7rw8AOIZD3eHfSuluNAAAHI07/AAA0DGBHwAAOibwAwBAxwR+AADomMCfEb5Z1zfsAgDQA4EfAAA6JvADAEDHBH4AAOiYwA8AAB0T+AEAoGMCPwAAdEzgBwCAjgn8jPrr169/j7ne7Q8AwDwC/04IwwAArOHb7Xb783q9Lo/H4/J8Pi/3+/1yvV6/Trf5/eOfr0fT/f3959ejca2h+Gi/JTeua691p/s+t8Y11pi7Ho7+G5J7XBMA8Fnu8DMqBM547EUuGAel54/gyLUDAPt1qDv8QzEg9XJXt+c7uUuuMQ3G6Xil54/gyLUDAPvWfeAftmkJVrU+Qa5frZbcueGYNaU6p8rNWRq7VF9LLbW1tc43Nk9on2sTx5nb/xNaawYAmOM0b+kJoSoGq2j48VCuTzDWb49KNS+9ljnjlfa4NtY74TiOO6fWtQj7AMBaTvce/hCs0nDVEvpinyVDWW7M9Ln0eFdc45SxW9ul0r1s7V+q7Sz29I8OAKBPpwr8aZBsDZXDdvHjXoLaUuF6GPZbpGF/aM4+t7aNYy+19qWE+ocHAMC7ThP454S7vQXCd20RIPewZy017DHs5wj9AMC7/FjOE0jDbbxzvKcgmdaUHlPE9kf+R1qoPT2iqXsBAJAS+E9iGCKDOcF6j3oJ+0NHXg8AsB8C/8nE4J+GyU+H/rSm3FHTQ9gHAFiTwD/R1HA8pf3WwXurkLzWut4J+1vvNQDApwj8E6QhsRQy0zatoXLt4L1FuI1rGM5Vm7vUJ6r1jefeCfu18bdS24N31ggAEB3qN+22BrQ0INVCU+nc2DylADa3X1DrW+vXYk5dY32C1n0L7eK51j7R3NqCXN8g7V9qs6U5ewAA0Mod/olq4Wt4LnzcGtbWDHVTan5Hbqyx8cP5Upsla0vFcdcaf6rSHpSeBwCY4lB3+LdSuhsNAABH4w4/AAB0TOAHAICOCfwAANAxgR8AADom8Gf46SgAAPRC4AcAgI4J/AAA0DGBHwAAOibwAwBAxwR+AADomMAPAAAdE/gBAKBjAj+j/vr1699jrnf7AwAwj8C/E8IwAABr+Ha73f68Xq/L4/G4PJ/Py/1+v1yv16/TbX7/+Ofr0XR/f//59Whcayg+2m/Jjevaa93pvs+tcek15q6FI/925NK1feQ1AQD74A4/o0LojMcelMJx6fm9q9V91DUBAPtxqDv8QzEMHf0uaC/rqFlyjWGs4ThpMD7SPtbqPuqaAIB96T7wD9u0hKhanyDXr1ZL7txwzJpSnVPl5iyNXaqvpZba2lrnm7PmOEZrjXPmWNpYzVPWBACQc5q39ITgFMNTNPx4KNcnGOu3R6Wal17LnPFKe7x0bVEcd63xAQD25DR3+KPYNn1+2L/UJyjNWauldi4YO/+usdpa5m2pMbYJhu1K/ac+XzKlfa3OT8jVs7caAYDjOtU37abBqTVEDdvlAtmRLRUm5wTU2CfXvmWfw7l4BK3zxnat7deW1pGuJ9hLjQDAcZ0m8M8JTr2FrTRIruWTezYMyzWCNABwFn4s5wmk4TaG4i3Cf6u0pvQYE9aVHlFL3z1J6z36WgCA/RH4T2IYJIPWYH0Uw/UdwTDsR0I/ALAUgf9kYvDfU6BMa8odZ5Bb51nWDgCsS+CfaGo4ntJ+6+C9VaDc4x3qPdYEALAGgX+CNCSWwnLapjVUrh28twi3cQ3DuWpzl/pEU+uO7cf2M7abOv6acrXsqT4A4LgO9XP4WwNQGvhin1wILJ0bm6cUKOf2C2p9a/1azKlrrE/Qum+hXTzX2ieaU1uuTyrtP9Z2C++uBwCgxh3+iWrha3gufNwa1tYMdVNqfkdurLHxw/lSm6m11cZKxTZTx19LrY691AgAHNehf9PuWkp3owEA4Gjc4QcAgI4J/AAA0DGBHwAAOibwAwBAxwT+jPDNur5hFwCAHgj8AADQMYEfAAA6JvADAEDHBH4AAOiYwA8AAB0T+AEAoGMCPwAAdOzb7Xb783q9Lo/H4/J8Pi/3+/1yvV6/Trf5/eOfr0fT/f3959ej8/nr16///9PP/P+fuB/B3D3Z0572tp53pHsRue6PaYnr+tNy12PgmgR65Q7/CkpfTOCMfD5swz4TuA6AnEMF/vBC1nJ80qfnhz1JPx/C3dP0YDled6bp9Vp0HQAl7vCzG719Ae5tPe+wB/1wXQMcz6ECf/qFJv1iU3oeAADO7tDftBv/+7Il5Of+q3OpfxxM+W/UdM5h/ek4Y7UN51xqLUNz9q20H7l+U9oOlfoGS+7HlD3Yej3DPnPnWXK/UnGu1vGn1DYce2wv0vZp21z/0pxTDWuKlhi/NHZOOl+6D8FwnFxt76xjSt9abWNzleaJav2H89YM52npE4W+U9q3GFt3Kp17uOaWdQ37pGrngpbxgfWc4i09wxeaqPT81kIdw1pqteXO5cZ4V2m8qbVFS9a39FpL5uzBHHPGy/UJz9XGKp2bM39OnD8eUen5VO350rkod751ntz4pb5T1MZYYvwl5OpYsra5exDODc/PHWtJuXlytebENlvVOkVpXUspjb/HvYBedX+Hv9YmnFv6LkNLTdHwxS72SZ8fjlMaf8q8LWrjhXOleUrn4nhBrcaWddTGaunfqjZWONcyx1rrmfp8MHYu9/xUcY4xpbqD9Fzp+WA411i/qc8N55sqjJMbIzfnu6bUnM4fpH1aa2udL7TLtSnNU6qtVlfLWLkaUrFtrV2pTUvfYEo9c7XWEqT1BGmfUq218Uvnpj4PrOPU37S7pxeatJZSXbUXyPhcbLOm2r6VztX6TJGub6kx5/jketa4DpZaTxgnPaLS80FtD9KPa2uq9fuUUg17qC1ae9/e2YO0zdT2QUufVkt8zsV2S9a1lGFNS9W4xL4ByzhN4N/zi8oevwBEe923Lfdsiz3obT1zlPZgbG+m7l2u/Zb7vxd7XnOvfx97XNcZr304o+4Df/piFoJOPI4sXUd6LOmdfUvbp8fR7P3aSWtKj5IePxdqwnrTNX9Cus/psWdL71tu/eFY2nDMtebIHT1a8jrI7Vk4gO2c4g5/7oXLC864OfvW2572du30tp49s6fb7EF6PcdrOZ13eL0DnNGp3sMfw87wC8TRpOvIHUvLjZ3bt+EX2eFxZLl1fPraSWvKHTW5dkf8XNirnj8XWm21B7Xrdsl5guEahgd5ub1KD2B9p/2m3bVfZHoNTy379qkX8K32fKv19baeMaX1Hvlzaeu93eNerbkHcb1hjtyxN1v9/Wx9HRz5cxTOovvAv/UL0ZpfZOLYpTUtudalx1pqvNIeLFlvtMaYQ3PWM/c62GI9c6SfM7V9SNsdVVjPGn8PR9qbtfZgTXM/51KxzZpr3+o6SNdQW88S+wYs41A/h7/1xSF90Rvrs8YLZMsLYBDb5WoondtqPXPmGesT5fagpnUPQrt4bol9WGsPlljPGrXl+ryrVP/QO+tprTvXvvW5qcbWE70zx1BtznfX17Ke4Xhz9qBWW+nc2Dy1sWqWmCeV9h9r+45anem8sd3UWqbuw7v7BizjVD+lZ2itF5o1X8DC2KXxl5y3NlZt/k/VtuT4UW3MT68nnC+1mfp8MDbf2uasZ88+sZ697dMn9iAnBM6x0Nni3fXENmuvfevxw8e1OWvna/2AZR36N+0CcF4td6lb2gD07rTftAsAAGcg8ANwaKW37CzxVh6AHnhLDwCH1RLqvZ0HODt3+AE4rFqYD+eEfQB3+AEAoGvu8AMAQMcEfgAA6JjADwAAHRP4AQCgYwI/AAB0TOAHAICOCfwAANAxgR8AADom8AMAQMcEfgAA6Ni32+325/V6XR6Px+X5fF7u9/vler1+nQYAAI7MHX4AAOiYwA8AAB0T+AEAoGMCPwAAdEzgBwCAjgn8AADQMYEfAAA6JvADAEDHBH4AAOiYwA8AAB0T+AEAoFuXy/8BhszHvYs8mpEAAAAASUVORK5CYII=)

196. rite a Java program to create a spiral array of n \* n sizes from a given integer n.

*Expected Output:*

Input a number: 5

Spiral array becomes:

1 2 3 4 5

16 17 18 19 6

15 24 25 20 7

14 23 22 21 8

13 12 11 10 9

Code:

|  |
| --- |
| // Import Scanner class from java.util package for user input  import java.util.\*;  // Main class for the Code  public class Code {  // Main method to execute the Code  public static void main(String[] args) {  // Create a Scanner object for user input  Scanner in = new Scanner(System.in);    // Prompt the user to input a number  System.out.print("Input a number: ");    // Read the user input as an integer  int n = in.nextInt();    // Generate a spiral array using the spiral\_Array function  int[][] result = spiral\_Array(n);    // Display the generated spiral array  System.out.print("Spiral array becomes:\n");  for(int i = 0; i < result.length; i++) {  for(int j = 0; j < result[i].length; j++) {  System.out.print(result[i][j]);  if(j < result[i].length - 1) System.out.print(" ");  }  System.out.println();  }  }  // Function to generate a spiral array of size n x n  public static int[][] spiral\_Array(int n) {  // Initialize a 2D array to store the spiral array  int[][] temp = new int[n][n];    // Arrays to represent movement in x and y directions  int[] dx = new int[]{0, 1, 0, -1};  int[] dy = new int[]{1, 0, -1, 0};    // Variables for current position (x, y) and direction (d)  int x, y, d;    // Variables for iteration  int i, j, nx, ny;    // Initialize the array with -1 values  for (i = 0; i < n; ++i) {  for (j = 0; j < n; ++j) {  temp[i][j] = -1;  }  }    // Initialize starting position and direction  x = 0;  y = 0;  d = 0;    // Fill the array with spiral order values  for (i = 1; i <= n \* n; ++i) {  temp[x][y] = i;  nx = x + dx[d];  ny = y + dy[d];    // Check boundaries and visited positions  if (nx < 0 || nx >= n || ny < 0 || ny >= n || temp[nx][ny] != -1) {  d = (d + 1) % 4; // Change direction if boundary or visited  nx = x + dx[d];  ny = y + dy[d];  }    // Update current position  x = nx;  y = ny;  }    // Return the generated spiral array  return temp;  }  } |

Output:

![A screenshot of a computer

AI-generated content may be incorrect.](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAVwAAADvCAYAAAC+P2xDAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAFiUAABYlAUlSJPAAAA7fSURBVHhe7d1Nju22EYbhG4+yvgw98Toyy04Cj7LFzOxUcAso0EWKpMjij94HENxHRxRLlPi1fLpb929//M8PAMB0fwnc//zr159ftfvHP//98ysAQOqXn/8FAExG4AJAEAIXAIIQuAAQhMAFgCAELgAEIXABIAiBCwBBCFwACELgAkAQAhcAghC4ABCEwAWAIAQuAAQhcHGcv//++/8X4DQE7gSEAQDPsgeQ14bSf3/77edXZ9DjOq3ukzDGfZ7mHOM5H3e4ABBkm39i55a7Fu6+5mOM+zBu6x0VuOk2+lrk2pXaCK9dqRbvvXSfJbk6W+X6HL1/3Z/tL9eHNzbKe8+u8/af6zPdl91O2G1TPdv29KOkTc12EdLjQbwjP1KQCye9+NPXKa+NeGq3o1LNo4/HG7cZfVi1fXrbCW+daNlHqqUfpe/X7B/fcPRnuPKd2n63rrmwtc3I7/LePu06u4xS2veMCT67j3T/wlvn0e1K22q9dtvS9pbXVs0Ya9zr2MC1F33txEm309enTZrc8daOQyu731l99Err0df2nNrATHnbe3L9lOg2NdtGkmNNF8Q4MnB7LuDdLvpTRIyb10dNv1Hn9E0/UTW+RejG4NfCDpXeoeiCPG+8ZOklYXpKoAqtN13Um7FAHQL3QEwMjGRDF3MRuIexYZveqTBxyrzxsgsw26cDt/VOsWX72XehJwVE5B15ZF81dqsHa302cO1EyIWX3aZ24qwKQqlvl8ndM24j2L7sedCvc7XMqlH3GzkGPbS+k76Jn+qoh9eULozce0/95C6y3nai1LbUrsZTXWpUP95+at7LsW28/dSsa+lDvWnjvVfD9tm7j5FKY7BDfV/w6Y8UShdZ+p68rr0oZ168pTpm9lsrraFUb6/S/nLvleoYXZ/S/c7a/yi713eTbZ6lMMvbuxQAGIXfUgCAIAQuAAQhcAEgCIELAEGuD1z5YRk/MAOwA+5wASAIgQsAQQhcAAhC4AJAEAIXAIIQuAAQhMAFgCDXP7zGOuVxefze8B548BFG4w4XAIIsD1y5i0iXr9C/gtMFwN2WBW4pXGeFLuEGYKUlgWsD1YYgYQjgZkt+aKaB2xquabv0TtjbX+5uudR3Tz+qpz+V9jtaS209Y9DTRtXWlvbhqdmmxsjjqa0lbSda+hHe9vZYbBvd1ltnpf2UalK1tXmkbe22Jznyh2ZyMryT6a17q6WfUv8zamvxpjbv/ZFtSvt66ieC1PD2eHL7sFr2J0rra9t42z69Fl47K/deqY3SbWq2Pc3SO1zR8l0sPQG2rb73tL+a7Wr6Eek+5D1vv6U2Vk1tvVprs+tF7r23bYS8l64TXpvSfoS+773XyvYl7D5z/bSuV7Yvr21uf8K+17K+tC73WuXWi6f3vPWWthdP255myR2uHUQZXDvAtdIToa979lWS68eTe6/UJsqb2tJtRrfJveetr+l7htzx2OtNvy7V7V2fdl2prSptb197fbXoPZ4Sb18p3aZm29Ms+0hBBtMOqJw4XZ5EnYgbT3irnjG4bdx2vd5y25f247036/haw9iaVdNqyz/DlYFNB/fNiYrg1azsNw677MCrS5YepTHIGTVuuo/0fX3dWtdotn67nMo7Flly7PjXbP8l2/zQLJ2MJ56gnWumNkRK57OQ8/z1c73dbymkJ+kU9kLSi80uK91cm7bX/9a0mS09hnQ5jXcMdinxtrPn/Gu2C9xeu5zEpwtwpZtqW30sM6631n3mtt810FrO2a7H8NaSwC0NZs9A2za7hYrUtuvFc1ttUefe1mX71K9zdefW231426TrStvb12/Ho/d4cutrafu3+9nR8t/DzfEulqd2PW1E2k7btFywtReH3WfvOLR6U1vPGMweN8u2HzFW1lNtXn89bURru97t7fqada39iJ42lm3/tO1pltzhlgZR3usZ5NUnplQ3teXtXltOqeae42lt17p9r55+Sv3X1Kbb1Gx7mqMeQO59R8a3cU3gJNf80Azf8/S/rsBuCFwc6ebP+XAvAhfHkJDVRRG2OAmBi2MRtjjNp/7VXgBYiTtcAAhC4AJAEAIXAIIQuAAQhMAFgCAELgAEIXABIAiBCwBBCFwACLLFX5pF/G287UON7iuiD8+M8fOOxeLPaoF2S+9wZVI/TewRcn2M7DuiD0/E+AEYY1ng2qCYebeU9qOLGhlYdv+z+oiWHpMuANotC1ydtLMnb66f0f16+5t9bBrks/sBMMbSjxSiguLGQCJsgfPwWwoTEYoArM8G7qzPVWW/uogZYRsZ5PZ4dAHQ5/N3uLND68aQInSBPtv8iw86iaPu2kRkX2JEf7nao45p9PEAX/K5O9zIsBUj+4mu3UPIAv0+Fbg7BNYIchzporx1APbwmcDVAOIODcAqn/gMd2XYRvV9Wz/AjZYFrk7cJ28n9i79nBaEpeMhbIE+n/+1sNkknG4KKMIW6LfNRwoAcDvucAEgCIELAEEIXAAIQuACQBACFwCCELgAEITABYAgBC4ABCFwASAIgQsAQQhcAAhC4AJAEAIXAIIQuAAQZIvHM9qHXdc+b9V7QPaMZ7XW1FZ6WLc1ur6WccvVOGPMREttIq1vVl3CG4uZ/QFq6R2uXPi5ICjpadOqt7YIrbWVth19jD21edu37qfWjH0Ctbb4J3bk7kJfP91ppO1m6K0t5217q7W2dHur9F6P1tpEbpuatq1GHy/Qatkdrl7wLRe+nYQzJ0xPbTmjg6O3Nm/7UTWp1tpKY6PrbEi+EXXtACVLP1LoufCjJsvOk5La+uxcG77hmN9SGHWnE2n03W0P7VtqsWNoX98eRPa4gZWO/LUwDQu7IM8GajpeO4Std/5mnVM9frsAUY4L3NwE2W3iaD233z2+4X0j0GWG3H5n9QekjrzDlYlqF8XE8dlx2W3MbC1Wbv1bevy6KK4dRDgucL2J6K1bSSfvDnWlYat2ChupJV1m8PY7qy/Ac+QdLtqdFjY7fdMCRiFwByMoAOQcE7gaYN7//hJyz0rjthOpafT55NrBLrb4094SOxGe2oyaND21Cdtu1gS+bdxybUaPX9QYACVHfaQgk8KbGLn1q+w2eUv17FarmFGT7NPbb249MMMWj2cEgC/gh2YAEITABYAgBC4ABCFwASAIgQsAQQhcAAhC4AJAEAIXAIIQuAAQhMAFgCAELgAEIXABIAiBCwBBCFwACLLF4xntw6FLzyaNfoi0119LH7XH1aOlthPG7e1Ylzwdvxo9DkBq6R2uTITayRAtV1dtvTOP621tM/XUtvPxACNt8U/syJ2Fvi7dZdRsM0Jam8qt99htxaiae2rT90bVkPOmNlHbZrSo8QGW3eHqxb3jRZ6rrbbWmRP4bW0zvalt1fEQtoi09COFnS/y3toiJvAt41Y7VrodcDp+SwFbighZ7m4R7cjAlYmSLhGe+tH3V0zgmjHQsbJLhJZ+bF0EIW5zzR1uVHiInYOgtbadxs3WMnuMCXWscFTgyuTwFjUzPJ4m6MoJ/NS3jlO6qJXjpmwNT9sCp7riDnf2BH0KjdpQmeFN36vHTdntIsZw5fnCt/FDswctk1O2TRflrXtL97VjcLTWRvjhCwjcgpsCLVJtbU/vzzjGnccN97sicFdPTNkmtyhvXa9Rx7tToGk7lb4GbrDFn/aW2IlbajMjNJ7U9Kn7GlXfjeO2or6R+wVq8UOzD9tl3HJ1zKqP6wWrbPF4RgD4An5oBgBBCFwACELgAkAQAhcAghC4ABCEwAWAIAQuAAQhcAEgCIELAEEIXAAIQuACQBACFwCCELgAEITABYAgWzye8c2DoWc+VNp7MHapj9bt3+jpK6q+3n5su6i6xKxzBKSW3uHKBMhNghpv2j7J7XvU+jd6+oqqr7e20XWknvoHIiwLXHuR73aHkdami8pNULttzfY9emrrPZ5WI2qbIVfXU23AaMsCVy92e9G30AnS274kV1upL++93WpradOjp59cmxm8PiL6BdTSjxR6L/aZYat2nog9tUUdz861AavxWwoTRXxjwDMdfzkf9qMD+5pzhAjHBe7KCWIna45O4ug6a2pL9bTpEdVPiT0P9vwIwhZRuMPt0DJB08k9W094RAUOwYavOypwNbhWTNzavuV9u6iZodszLlFjufKcWXb8I88NYB0TuCsn7pu+Z9fbU1vUWK48Z5bWIWwt9mu7DTDLkZ/hpovy1r2l+1odGp6e2qKOZ8dx82rZ8bziXnyGW0DY9tl53ICVjglcmby5RXnreo0KjRnhQ9j20dosbx0wy7KH19Re6DUTd/Qk76ntqc3Otam3NZ5c26jzA5TwkcJkMpGZzOuVzgHnB1G2eDwjAHwBd7gAEITABYAgBC4ABCFwASAIgQsAQQhcAAhC4AJAEAIXAIIQuAAQhMAFgCAELgAEIXABIAiBCwBBCFwACLLF4xntw6Gfnk3qPUh65vNMW2oTkfW11iZ62vTYddzSfmaOAZBaeocrF7830XJy27bso1ZrbSKqvt7aRtfh6a3NM7LeXF259cAMywLXXuQtdxmyrV3UyEnTU1vaZlZ9I2qbZedxU7YP2w8QYVng6sXectF7286YNG9qS9uMrm9kbaO96SdtM7JWDW1vn7pudLADnqUfKYycVKP11BZ1PLfUVgpCizDELY7/LYXaSYuzELK40ZGBK5NRF7Fz2BIcbWaeV+9ccH4Q6fg7XGEn6a64A39mz+HI8bL70mvlhGsG9zkycGUC2UXtNoG0HlsjfPbczRiv3D45N4h0xR3ujpOGsK1nx2rmeOn+7QJEuiJwd0PYtls1VpwrRCJwB2MC13saI8YSt7nmh2Zi9cQkIPrp2Kn09Wiyf84Xoi17eE3thLKT4anNqIkzozb1tsbbahOldm9rUrk+Ru0fqHHND82YOOfKnbvZ55RrBtG2eDwjAHwBPzQDgCAELgAEIXABIAiBCwBBCFwACELgAkAQAhcAghC4ABCEwAWAIAQuAAQhcAEgCIELAEEIXAAIQuACQJC/PJ4RADAHd7gAEITABYAgBC4ABCFwASAIgQsAQQhcAAhC4AJAEAIXAIIQuAAQhMAFgBA/fvwJdUgLlB7kOYAAAAAASUVORK5CYII=)

197. Write a Java program to test if a given number (positive integer) is a perfect square or not.

*Expected Output:*

Input a positive integer: 6

Is the said number perfect square? false

Code:

|  |
| --- |
| // Import Scanner class from java.util package for user input  import java.util.\*;  // Main class for the Code  public class Code {  // Main method to execute the Code  public static void main(String[] args) {  // Create a Scanner object for user input  Scanner in = new Scanner(System.in);  // Prompt the user to input a positive integer  System.out.print("Input a positive integer: ");  // Read the user input as an integer  int n = in.nextInt();  // Display the result of the is\_Perfect\_Square function  System.out.print("Is the said number perfect square? " + is\_Perfect\_Square(n));  }  // Function to check if a given number is a perfect square  public static boolean is\_Perfect\_Square(int n) {  // Extract the last digit of the number  int x = n % 10;  // Check if the last digit is 2, 3, 7, or 8 (numbers whose squares end with these digits)  if (x == 2 || x == 3 || x == 7 || x == 8) {  return false;  }  // Iterate from 0 to half of the input number plus 1  for (int i = 0; i <= n / 2 + 1; i++) {  // Check if the square of the current iteration is equal to the input number  if ((long) i \* i == n) {  return true;  }  }  // If no perfect square is found, return false  return false;  }  } |

Output:

![A close-up of a sign

AI-generated content may be incorrect.](data:image/png;base64,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)

198. Write a Java program to calculate the position of a given prime number.

*Expected Output:*

Input a positive integer: 15

Position of the said Prime number: 6

Code:

|  |
| --- |
| // Import Scanner class from java.util package for user input  import java.util.\*;  // Main class for the Code  public class Code {  // Main method to execute the Code  public static void main(String[] args) {  // Create a Scanner object for user input  Scanner in = new Scanner(System.in);  // Prompt the user to input a prime number  System.out.print("Input a prime number: ");  // Read the user input as an integer  int n = in.nextInt();  // Display the position of the given prime number using the kth\_Prime function  System.out.print("Position of the said Prime number: " + kth\_Prime(n));  }  // Function to find the position of a given prime number in the sequence of primes  public static int kth\_Prime(int n) {  // Array to store prime numbers, initialized with the first prime number (2)  int[] prime\_num = new int[10000];  int num = 3; // Starting from the next number after 2  int i = 0, index = 0; // Variables for iteration and index tracking  prime\_num[0] = 2; // Initialize the first prime number in the array  // Continue finding primes until reaching the input number  while (num <= n) {  // Iterate through the existing primes to check if num is divisible  for (i = 0; i <= index; i++) {  if (num % prime\_num[i] == 0) {  break;  }  }  // If num is not divisible by any existing primes, add it to the array  if (i > index) {  prime\_num[++index] = num;  }  // Move on to the next number  num++;  }  // Return the position of the input prime number in the sequence  return index + 1;  }  } |

Output:

![A close up of a text

AI-generated content may be incorrect.](data:image/png;base64,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)

199. Write a Java program to check if a string follows a given pattern.

Example pattern:  
Given pattern = "xyyx", str = "red black black red", return true.  
Given pattern = "xyyx", str = "red black black green", return false.  
Given pattern = "xxxx", str = "red black black red", return false.  
Given pattern = "xxxx", str = "red red red red", return true.

*Expected Output:*

Is the string and pattern matched? false

Code:

|  |
| --- |
| // Import Scanner and Map classes from java.util package for user input and data storage  import java.util.\*;  // Main class for the Code  public class Code {  // Main method to execute the Code  public static void main(String[] args) {  // Sample input strings for testing word pattern matching  String str = "red black black red";  // String str = "red red red red";  String pattern = "xyxx";  // String pattern = "xxxx";    // Display the result of the word\_Pattern\_Match function  System.out.print("Is the string and pattern matched? " + word\_Pattern\_Match(pattern, str));  }  // Function to check if a given string follows a given word pattern  public static boolean word\_Pattern\_Match(String pattern, String str) {  // Convert the pattern string to an array of characters  char[] word\_pattern = pattern.toCharArray();    // Split the input string into an array of words using space as a delimiter  String[] words = str.split(" ");  // Create a HashMap to store the mapping between characters and words  Map map = new HashMap<>();    // Create a HashSet to check for duplicate mappings  Set set = new HashSet<>();  // Iterate through the characters in the pattern  for (int i = 0; i < word\_pattern.length; i++) {  // Check if the character is already mapped  if (map.containsKey(word\_pattern[i])) {  // Check if the mapped word is different from the current word in the array  if (!map.get(word\_pattern[i]).equals(words[i])) {  return false;  }  continue;  }  // Check if the current word is already mapped to another character  if (set.contains(words[i])) {  return false;  }    // Add the mapping between the character and the current word to the HashMap  map.put(word\_pattern[i], words[i]);    // Add the current word to the HashSet to mark it as used  set.add(words[i]);  }  // If all conditions are satisfied, return true  return true;  }  } |

Output:
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AI-generated content may be incorrect.](data:image/png;base64,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)

200. Write a Java program to remove duplicate letters and arrange them in lexicographical order from a given string containing only lowercase letters.

Note: In mathematics, the lexicographic or lexicographical order (also known as lexical order, dictionary order, alphabetical order or lexicographic(al) product) is a generalization of the way words are alphabetically ordered based on the alphabetical order of their component letters.

*Expected Output:*

Original string: zxywooxz

After removing duplicate characters: xywoz

Code:

|  |
| --- |
| // Import Scanner class from java.util package for user input  import java.util.\*;  // Main class for the Code  public class Main {  // Main method to execute the Code  public static void main(String[] args) {  // Sample input string for testing duplicate letter removal  String str = "zxywooxz";  // Display the original string  System.out.print("Original string: " + str);  // Display the result after removing duplicate characters and arranging in lexicographical order  System.out.print("\nAfter removing duplicate characters and arranging in lexicographical order: " + removeDuplicateLetters(str));  }  // Function to remove duplicate letters from the given string and arrange in lexicographical order  public static String removeDuplicateLetters(String s) {  // Array to track whether a letter is already in the result  boolean[] inResult = new boolean[26];  // Array to count the occurrences of each lowercase letter  int[] count = new int[26];  // Stack to store the characters  Stack<Character> stack = new Stack<>();  // Count the occurrences of each letter in the input string  for (char c : s.toCharArray()) {  count[c - 'a']++;  }  // Iterate through the characters in the input string  for (char c : s.toCharArray()) {  // Decrement the count of the current character in the occurrences array  count[c - 'a']--;  // If the character is already in the result, skip  if (inResult[c - 'a']) continue;  // Pop characters from the stack while conditions are met  while (!stack.isEmpty() && c < stack.peek() && count[stack.peek() - 'a'] > 0) {  inResult[stack.pop() - 'a'] = false;  }  // Push the current character onto the stack  stack.push(c);  inResult[c - 'a'] = true;  }  // Sort the characters in the stack  Collections.sort(stack);  // Build the result string from the characters in the stack  StringBuilder result = new StringBuilder();  for (char c : stack) {  result.append(c);  }  return result.toString();  }  } |

Output:

![A close-up of a white background

AI-generated content may be incorrect.](data:image/png;base64,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)
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201. Write a Java program to divide a given array of integers into given k non-empty subsets whose sums are all equal. Return true if all sums are equal otherwise return false.

Example:  
nums = {1,3,3,5,6,6}, k = 4;  
4 subsets (5,1), (3, 3), (6), (6) with equal sums.

*Expected Output:*

Original Array: [1, 3, 3, 5, 6, 6]

Target of subsets: 4

After removing duplicate characters: true

Code:

|  |
| --- |
| // Import Arrays and other utility classes from java.util package  import java.util.Arrays;  // Main class for the Code  public class Code {  // Main method to execute the Code  public static void main(String[] args) {  // Sample input array and target value for testing subset partitioning  int[] nums = {1, 3, 3, 5, 6, 6};  int target = 4;  // Display the original array  System.out.print("Original Array: " + Arrays.toString(nums));  // Display the target value for subsets  System.out.print("\nTarget of subsets: " + target);  // Display the result after removing duplicate characters using partition\_k\_subsets function  System.out.print("\nAfter removing duplicate characters: " + partition\_k\_subsets(nums, target));  }  // Function to recursively search for valid subsets with a specific sum  static boolean search\_subset(int used, int n, boolean[] flag, int[] nums, int target) {  // Base case: all elements used, subset found  if (n == 0) {  return true;  }  // Check if the current subset has not been considered before  if (!flag[used]) {  // Mark the current subset as visited  flag[used] = true;  // Calculate the remaining sum needed for the subset  int remain\_num = (n - 1) % target + 1;  // Iterate through the elements in the array  for (int i = 0; i < nums.length; i++) {  // Check if the current element is not used in the subset and its value is less than or equal to the remaining sum  if ((((used >> i) & 1) == 0) && nums[i] <= remain\_num) {  // Recursively search for the subset with the updated parameters  if (search\_subset(used | (1 << i), n - nums[i], flag, nums, target)) {  return true;  }  }  }  }  return false;  }  // Function to partition an array into k subsets with equal sum  public static boolean partition\_k\_subsets(int[] nums, int k) {  // Calculate the total sum of the elements in the array  int sum = Arrays.stream(nums).sum();  // Check if the sum is not divisible by k, return false  if (sum % k > 0) {  return false;  }  // Create a boolean array to track visited subsets  boolean[] flag = new boolean[1 << nums.length];  // Call the recursive search\_subset function to check for valid subsets  return search\_subset(0, sum, flag, nums, sum / k);  }  } |

Output:
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AI-generated content may be incorrect.](data:image/png;base64,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)

202. Write a Java program to find the total number of continuous subarrays in a given array of integers whose sum equals an integer.

*Expected Output:*

Original Array: [4, 2, 3, 3, 7, 2, 4]

Value of k: 6

Total number of continuous subarrays: 3

Code:

|  |
| --- |
| // Import utility classes from java.util package  import java.util.\*;  // Main class  public class Main {  // Main method to execute the Code  public static void main(String[] args) {  // Sample input array and value of k for counting continuous subarrays  int[] nums = {4, 2, 3, 3, 7, 2, 4};  int k = 6;  // Display the original array  System.out.print("Original Array: " + Arrays.toString(nums));  // Display the value of k  System.out.print("\nValue of k: " + k);  // Display the total number of continuous subarrays whose sum equals k  System.out.print("\nTotal number of continuous subarrays: " + max\_SubArray(nums, k));  }  // Function to find the total number of continuous subarrays whose sum equals k  public static int max\_SubArray(int[] nums, int k) {  int ctr = 0; // Counter for total subarrays found  int sum = 0; // Variable to track current sum  Map<Integer, Integer> map = new HashMap<>(); // HashMap to store prefix sums and their counts  // Initialize the map with a sum of 0 and count 1 (base case)  map.put(0, 1);  // Iterate through the input array  for (int i = 0; i < nums.length; i++) {  sum += nums[i]; // Update the current sum  // Check if there exists a prefix sum at (sum - k), increment counter if found  if (map.containsKey(sum - k)) {  ctr += map.get(sum - k);  }  // Update the count of the current sum in the map  map.put(sum, map.getOrDefault(sum, 0) + 1);  }  // Return the total count of continuous subarrays whose sum equals k  return ctr;  }  } |

Output:
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AI-generated content may be incorrect.](data:image/png;base64,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)

203. Write a Java program to find the contiguous subarray of given length k which has the maximum average value of a given array of integers. Display the maximum average value.

*Expected Output:*

Original Array: [4, 2, 3, 3, 7, 2, 4]

Value of k: 3

Maximum average value: 4.333333333333333

Code:

|  |
| --- |
| import java.util.\*;  // Main class named "Main"  public class Main {  // Main method, the entry point of the program  public static void main(String[] args) {  // Sample input array and value of k for finding maximum average  int[] nums = {4, 2, 3, 3, 7, 2, 4};  int k = 3;  // Display the original array  System.out.print("Original Array: " + Arrays.toString(nums));  // Display the value of k  System.out.print("\nValue of k: " + k);  // Display the maximum average value  System.out.print("\nMaximum average value: " + find\_max\_average(nums, k));  }  // Function to find the maximum average of subarrays of length k  public static double find\_max\_average(int[] nums, int k) {  int sum = 0;  // Calculate the initial sum of the first k elements  for (int i = 0; i < k; i++) {  sum += nums[i];  }  int max\_val = sum;  // Iterate through the array to find the maximum average  for (int i = k; i < nums.length; i++) {  // Update the sum by removing the leftmost element and adding the current element  sum = sum - nums[i - k] + nums[i];  // Update the maximum value if the current sum is greater  max\_val = Math.max(max\_val, sum);  }  // Return the maximum average value  return (double) max\_val / k;  }  } |

Output:
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AI-generated content may be incorrect.](data:image/png;base64,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)

204. Write a Java program to compute xn % y where x, y and n are all 32-bit integers.

*Expected Output:*

Input x : 25

Input n : 35

Input y : 45

x^n % y = 5.0

Code:

|  |
| --- |
| // Import Scanner class from java.util package for user input  import java.util.\*;  // Main class for the Code  public class Main {  // Main method to execute the Code  public static void main(String[] args) {  // Create a Scanner object for user input  Scanner in = new Scanner(System.in);  // Prompt the user to input x  System.out.print("Input x : ");  // Read the user input as an integer  int x = in.nextInt();  // Prompt the user to input n  System.out.print("Input n : ");  // Read the user input as an integer  int n = in.nextInt();  // Prompt the user to input y  System.out.print("Input y : ");  // Read the user input as an integer  int y = in.nextInt();  // Calculate the result of x raised to the power of n  double result = Math.pow(x, n);  // Calculate the remainder when result is divided by y  double result1 = result % y;  // Display the result of (x^n % y)  System.out.println("x^n % y = " + result1);  }  } |

Output:

![A screenshot of a computer

AI-generated content may be incorrect.](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAARwAAACmCAYAAAAI0jBHAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAFiUAABYlAUlSJPAAAAhySURBVHhe7d1NjuM2EIbhTlY5X5bZzDmyy00Gs8oVs0tCoAtTYJMURZGfWNL7AMK09UNJVPGz7G57fvn3fx8AIPDr578AsByBA0CGwAEgQ+AAkCFwAMgQOABkCBwAMgQOABkCB4AMgQNA5stHG/7+64/Pn877/c/vnz8BwFfc4QCQIXAAyBA4AGQIHAAyBA4AGQIHgAyBA0CGwAEgQ+AAkCFwAMgQOABkCBwAMgQOABkCB4AMgbPAbz9+fP4EwLvt+3B6B+U/3759/hSDnVe0446oVEO1fj+qN66XBnc4CKkWIL1PZLjHNt/495Q7g6ecx858qPh+rs1PuC57CBU4+TqtAjOtbZLSdq1jKS3L22ypHWcPv5/WsSVX9lOS2p7d5hW147E+yJfV5kMr5EuqVDxWQCZ/nCttkxxttxM/WFrHPXtQ2b526iuCI6bQ7+GkousdhMa2mVmwpTb9PD9dVWvDzn3GPoBVwgaOH1i9gyxfzx7v9Mx9hurOw/qpt5/v0tMPaZ18gk7IwBkp/N0Hyxn+XPyAWXmOkfrv7LESOjr8WjyofFBFCoQVLDRq/ZDmlyZD6GgQOAjvKGxaRrbBOAInqHyQvfUZ+krYQO/VgXN2kJ5Zf2UA1Nq+Y593smMibOJ4beD4AVQrWL9O74BTFr/ta/U+7dx7+0DBjuXquc9qB31CfXizVRy1ZUf7qRXa6HZJa9vWdj18276t2vwZVrY94ujamFr/5HY4p7d49UuqVqHly9Lj3sJcVcCtge8f9w7IXtb2qvO60xPPaWfbfJZqFRt8FBZwP35LBUCGwAEgQ+AAkCFwAMg8PnDSm8W8YQzsgTscADIEDgAZAgeADIEDQIbAASBD4ACQIXAAyBA4AGQInAVmfz0E8BShvoArAr4OQ6NUP60+P6o3rpcGdzgIpxYevU9iuM82X8D1lDuDp5zHzlIf5/3rw6bU91yXPYQKnHydoyJLWtskpe1ax1JalrfZUjvOXq3zudp2S9rPyvZnKF0b01oGnZAvqVLx+IGW5I9zpW2So+12VTqfVedi7UbtK+wj9Hs46dnKP2P1DAjbZuYzXalNP89Ps+XtvjUU7LxX9DHmCRs4vrB6iyxfzx5HHaQjfTDC2l65jxHputmU9Byf38ZvC42QgTNS+LsNlqvU5xOh/0YDhNDR4dfiCCuFoJ9MKUDydW0yhI4GgYPH8AHSa2QbjCNwAMi8OnDO3kafWf9pt+i85MAMrw0cP4Bqt9V+nd4B98RbdDv33UPHju/MNRjZBuNCfXizVRy1ZUf7qRXa6HZJa9vWdj1G+uAqfz6z2x4xcm1WXhP0e/VLqlah5cvS497CfFoB2/nsfl5nrpF52rXa3TafpVpl1bM+gPP4LRUAGQIHgAyBA0CGwAEg8/jAGfnNBYA1uMMBIEPgAJAhcADIEDgAZAgcADIEDgAZAgeADIEDQIbAWeDo+1qAtwr1BVwR8HUY9/D1VOr7o3rjemlwh4PwuKOMY5sv4HrKnQF3OHp54LTucLgu9wp1h5OKxheXPfbzcq1t/Hzv7DKb5+f7eX66oqeNGfspWdHmDHZcBEkMIV9SlQbV0YAobZMcbYeffbRbX9nxEDZxhH4PJxWaL7aeAWHbzCzSUpt+np9mqJ0nAxC7Cxs4flD1DrB8PXu82zN3zV1BYvu9a/8lo+Gatssn6IQMnJHC32mwRPTk/iN0dEK/pHojG/j5ILHHbwjWkXNN65YmQ+hoEDgIZXawzmoHfQicwGzwvenuxqRzzidTmoc9vDpwzhbkmfVXFvsdwcLgxQyvDRw/gGoD2K/TO+DuustYuV879x1CJ51nbTKleTV2Tj3r4rpQH95sFUdt2dF+aoU2ul3S2ra13Vl+PzPbzan2c5UdZ+kYVdcEba9+SdUqtHxZetxbmE8rYDufp51X8sRz2tk2H95cpfWsF92Tzw3PxG+pgmq9RAB2ReAE5MOGuxtEQuAEkULGJkPYIBoCJyjCBhE9/k1jAPvgDgeADIEDQIbAASBD4ACQIXAAyBA4AGQIHAAyBM4k/i+B/V8De61lwBsQOBOUQiSfZ4/5C2G8Wdi/NPYD+s5BXAqSfB5hU+evY8nsPivtj+uiwx0OXqMWbkehh3lCBk5+x7BzweTHirLUP6VpFl8jpfYJHY1bAiddXJtKjpYnVixHRZm309P2iLzddFz+5xl8+zU967xZfi1mXRv0uSVw/EVuDY5SMdTWHxmIR9v0KB0jRbwXu85H12VGPaDt1jeNS4XQKo6RZXkR2XI/v9TeVa1jHXV0zDP3mfdbzdV9reinXGsf+XmuPA5s8h6OXfTeIh/li+muAr/iyYMh9Vk+reT3Qcjo3Bo4/kL7AqsVQJo/sixpLcNX1p9H00qrQqen1rDG7Xc4+QWPXgD5s2Z67KerfLuePY7Wf+l4S5OZ0Weeb8/vBxpbvKR6Givk0mCZPYBWScfZM62yIgzsePNQg87tgeOLIFlZxKv5Y8+Le0WB2z7yPkQdfXSvWwOnFi61+TtTDnrVPnqmHaS+b9XM0XEqr93bbfGSyi40F3zc0/quNwR80LRCx+Tr9GyDeW4LnKMLHakQ7FhLgyMtsymZFQzWTqR+KvH946dkZoj6tvL9JDP3hbpbAqd1ofPC2J0dY+s8DEXdr7ev/HpH29SWc110+I/wAquFHbCrLd7DwXkR7v6AHIETUOslKbAzAieIFDI2GcIG0RA4QRE2iIg3jQHIcIcDQIbAASBD4ACQIXAAyBA4AGQIHAAyBA4AGQIHgAyBA0CGwAEg8+WjDQCwCnc4AGQIHAAyBA4AGQIHgAyBA0CGwAEgQ+AAkCFwAMgQOABkCBwAMgQOABkCB4AMgQNAhsABIEPgAJAhcADIEDgARD4+/gOoq0PypkgDowAAAABJRU5ErkJggg==)

205. Write a Java program to check whether an integer is a power of 2 or not using O(1) time.

Note: O(1) means that it takes a constant time, like 12 nanoseconds, or two minutes no matter the amount of data in the set.  
O(n) means it takes an amount of time linear with the size of the set, so a set twice the size will take twice the time. You probably don't want to put a million objects into one of these.

*Expected Output:*

Input a number : 25

false

Code:

|  |
| --- |
| import java.util.\*;  public class Main {  public static void main(String[] args) {  // Initialize a boolean variable  boolean b = true;  // Create a Scanner object for user input  Scanner in = new Scanner(System.in);  // Prompt the user to input a number  System.out.print("Input a number: ");  int num = in.nextInt();  // Start a block of code  {  // Continue looping until num becomes 1  while (num != 1) {  // Check if num is odd  if (num % 2 != 0) {  // Toggle the boolean variable  b = !b;  // Print the current value of the boolean variable and exit the program  System.out.print(b);  System.exit(0);  }  // Divide num by 2  num = num / 2;  }  // Print the final value of the boolean variable  System.out.print(b);  }  }  } |

Output:

![A close-up of a number

AI-generated content may be incorrect.](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAWMAAABLCAYAAAClSuYOAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAFiUAABYlAUlSJPAAAAR1SURBVHhe7d3NruM0GAbggRXXx5IN18GOO0Gz4hbZAUbHkmVsx/lrP6fPI0VzThr7c9zkHavtdH74+1/fAHirH7/+BOCNhDFAAMIYIIDma8Z//v7L10/7/fzbH18/ATDLyhggAGEMEIAwBghAGAMEIIwBAhDGAAEIY4AAhDFAAMIYIABhDBCAMAYIQBgDBCCMAQIQxizpp+/f/9vgKYTxTQQFsMdbv894NrD++vXXr5/WkM9rtXGvxBy/Xut+7c3/1r3tefs/K2NgUy9ct0KXeaH+p4+nrHaech6RmePXKQO3nO/e/sTzs99yYVwfM7ogslGbpNVuNJbWY3WfI71x7tWreXX/ub+yXq9Ga26y1mPlvlb/vZp1X+VxSXls7cixR+qckerc1fcRvfHU85P19tO37MsU6cnOT3hW/15rtUm22kU0GvPV59OatztqlGZrto5LWvuSPX3U9tQ5I/d5R99HCdX7Lf+acbpIygtl5gLOba68wFp9lvvK7Sqjvu+4ke+uUfeftPa15ONGx+bxlseOji+12mZ3zDWfZ+kwLm+I2ZuqPi7/vtoN1Tvf2XnYq+z3rhpH1ePJv5fPaRmmtdbxLb06V8v93tX/VWbumXRMvdG2bBgfuVCjX9xRvWLeWjVm6r7qOX31tfPqemfsHatAbvPRtoXVK4680dear7QdlYJopeC8Sp6z3rnneam37MycP5UwXpSLmXfZCuKRI20+hTBeUBnE5aojb/S15qvcGDsTxIx9fBjvXWHuOX5v33utdEPcPRelV9a6S8RzyGMSxPf46DAuL/jeBVYeM3uDvOtiTeObHePdjszbFcpa5fOQf+6NJcq8JXksEcd09tq+qp8nWu6LgkZPZu+xrTq9C+Nou2TUdtRuxta4sqvqtPqZeaynbNPqZ2bfnhrZmTatx+5SjvOVdXu25i0rxzpqE+GcIvr4lylGF0b9WPp99kK684IbjePOurPqMYzGe9Sov95jo3FcPb4z8lgijekqTzynq4T6boq7vGN1A7CHT1MABCCMAQIQxgABCGOAAD4ijNMbd968AyKzMgYIQBgDBCCMAQIQxgABCGOAAIQxQADCGCCAcF8U1PrqvbOfEe59nZ/PHgNRhFoZz35vKsDThFkZl0F894rVV2oC0YR7zVhAAp/IG3gAAYR7mWJ2ZXzmTbk9tVp1ttrVbaz2gS1vC+NemNZaQbbVdjYs94Zqqdf2SBuAZV+mSMFWb9ls0I+Ugd2rU+u1AdjytjDuBVZvf2nv/qu16pRBXMv7rvhLAngmb+BtEKDAKzzuDbxs1M9srVaNXpvZ0J49P+CzLLkyng2+s1Jw1uGZar+qPvA5llsZl0HYOnamn9laLb36Z/oEWPrTFO8gbIE7POYNvLQyLVetZ+3tK4d0r92VYwOeZ+mXKUbKfmba1HW32rTGeaQNQLLcyjgFWi/Urgy7UV+j+q8YG/A8YVbGAJ/MP/oACEAYAwQgjAECEMYAAQhjgACEMUAAwhggAGEMEIAwBni7b9/+Ad1D9F60heZxAAAAAElFTkSuQmCC)

206. From Wikipedia,  
A cyclic redundancy check (CRC) is an error-detecting code commonly used in digital networks and storage devices to detect accidental changes to raw data. Blocks of data entering these systems get a short check value attached, based on the remainder of a polynomial division of their contents. On retrieval, the calculation is repeated and, in the event the check values do not match, corrective action can be taken against data corruption. CRCs can be used for error correction.

Example:

Write a Java program to generate a CRC32 checksum of a given string or byte array.

Input:

Input a string: The quick brown fox

crc32 checksum of the string: b74574de

Code:

|  |
| --- |
| import java.util.\*;  public class Main {  public static void main(String[] args) {  // Initialize a boolean variable  boolean b = true;  // Create a Scanner object for user input  Scanner in = new Scanner(System.in);  // Prompt the user to input a number  System.out.print("Input a number: ");  int num = in.nextInt();  // Start a block of code  {  // Continue looping until num becomes 1  while (num != 1) {  // Check if num is odd  if (num % 2 != 0) {  // Toggle the boolean variable  b = !b;  // Print the current value of the boolean variable and exit the program  System.out.print(b);  System.exit(0);  }  // Divide num by 2  num = num / 2;  }  // Print the final value of the boolean variable  System.out.print(b);  }  }  } |

Output:

![A close up of text

AI-generated content may be incorrect.](data:image/png;base64,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)

207. Write a Java program to merge two sorted (ascending) linked lists in ascending order.

*Expected Output:*

How many elements do you want to add in 1st linked list?: 3

Input numbers of 1st linked list in ascending order: 1 2 3

How many elements do you want to add in 2nd linked list?: 3

Input numbers of 2nd linked list in ascending order: 4 5 6

Merged list: 1 2 3 4 5 6

Code:

|  |
| --- |
| // Importing required classes from the java.util package  import java.util.Scanner;  import java.util.BitSet;  // Defining a class named "Code"  public class Code {  // Method to convert a byte array to CRC32 checksum  public static int convert\_crc32(byte[] data) {  // Creating a BitSet to represent the bits of the input byte array  BitSet bitSet = BitSet.valueOf(data);  // Initializing CRC32 to 0xFFFFFFFF  int crc32 = 0xFFFFFFFF;  // Looping through each bit in the BitSet  for (int i = 0; i < data.length \* 8; i++) {  // Checking if the MSB of CRC32 and the current bit in BitSet are different  if (((crc32 >>> 31) & 1) != (bitSet.get(i) ? 1 : 0))  // If different, performing XOR with the polynomial 0x04C11DB7  crc32 = (crc32 << 1) ^ 0x04C11DB7;  else  // If same, shifting CRC32 to the left  crc32 = (crc32 << 1);  }  // Reversing the bits of CRC32  crc32 = Integer.reverse(crc32);  // Returning the final CRC32 checksum by performing XOR with 0xFFFFFFFF  return crc32 ^ 0xFFFFFFFF;  }    // Main method, the entry point of the program  public static void main(String[] args) {  // Creating a Scanner object for user input  Scanner scanner = new Scanner(System.in);  // Prompting the user to input a string  System.out.print("Input a string: ");  // Reading the input string from the user  String str1 = scanner.nextLine();  // Calling the convert\_crc32 method and printing the CRC32 checksum in hexadecimal format  System.out.println("crc32 checksum of the string: " + Integer.toHexString(convert\_crc32(str1.getBytes())));  }  } |

Output:
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AI-generated content may be incorrect.](data:image/png;base64,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)

208. Write a Java program to create a basic string compression method using repeated character counts.

Input string: aaaabbbbcccccddddeeee

*Expected Output:*

Enter a string (you can include space as well)

aaaabbbbcccccddddeeee

The compressed string along with the counts of repeated characters is:

a4b4c5d4e4

Code:

|  |
| --- |
| import java.util.Scanner;  public class StringCompression {  public static void main(String[] args) {  // Create an instance of the StringCompression class  StringCompression str = new StringCompression();    String s1, s2;  Scanner in = new Scanner(System.in);    // Prompt the user to enter a string (including spaces)  System.out.println("Enter a string (you can include space as well)");  s1 = in.nextLine();    // Trim all the spaces from the string using replaceAll method  s2 = s1.replaceAll("\\s", "");    // Call the Compression method to compress the string  str.Compression(s2);  }    // Create a Java Method Compression to compress the string  public static String Compression(String s) {  int count = 1;  StringBuilder sb = new StringBuilder();  // Below for loop counts all characters of the string apart from the last one  // The last character won't get appended by the StringBuilder here as it  // does not enter the for loop once the length completes the count  for (int i = 1; i < s.length() - 1; i++) {  if (s.charAt(i) == s.charAt(i - 1)) {  count++;  } else {  sb.append(s.charAt(i - 1));  sb.append(count);  count = 1;  }  }    // Count the last character of the string  if (s.length() > 1) {  // Compare the last two characters of the string  if (s.charAt(s.length() - 1) == s.charAt(s.length() - 2)) {  count++;  } else {  sb.append(s.charAt(s.length() - 2));  sb.append(count);  count = 1;  }  sb.append(s.charAt(s.length() - 1));  sb.append(count);  }    // Convert the StringBuilder to a string  s = sb.toString();    // Print the compressed string along with the counts of repeated characters  System.out.println("The compressed string along with the counts of repeated characters is:" + "\n" + s);    // Return the compressed string  return s;  }  } |

Output:

![A computer screen shot of a computer

AI-generated content may be incorrect.](data:image/png;base64,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)
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209. Write a Java program to find all unique combinations from a collection of candidate numbers. The sum of the numbers will equal a given target number.

Input number of elements of the array:  
3  
Input number format: 2 3 4 5:

*Expected Output:*

Enter elements:

6 7 8

Enter target sum:

21

A Code set is:

{ 6 7 8 }

Code:

|  |
| --- |
| import java.util.\*;  class Main {    // Method to insert values into a Map with key as a generic type and value as a List of generic type  private static <K, V> void insert(Map<K, List<V>> hashMap, K key, V value) {  // If the key is not present in the map, create a new entry with an empty ArrayList  if (!hashMap.containsKey(key)) {  hashMap.put(key, new ArrayList<>());  }  // Add the value to the list corresponding to the key  hashMap.get(key).add(value);  }  // Method to print subsets of an array from index i to j  public static void Subsets(int[] A, int i, int j) {  System.out.print("{ ");  for (int k = i; k <= j; k++) {  System.out.print(A[k] + " ");  }  System.out.println("}");  }  // Method to find subsets with a given sum in the array  public static void Subsets(int[] A, int sum) {  // Create a HashMap to store the cumulative sum and corresponding indices  Map<Integer, List<Integer>> hashMap = new HashMap<>();  // Insert an initial entry with key 0 and value -1 (sum\_so\_far - sum = 0 - sum)  insert(hashMap, 0, -1);  int sum\_so\_far = 0;  for (int index = 0; index < A.length; index++) {  // Update the cumulative sum  sum\_so\_far += A[index];  // If the HashMap contains the key (cumulative sum - sum), print subsets  if (hashMap.containsKey(sum\_so\_far - sum)) {  List<Integer> list = hashMap.get(sum\_so\_far - sum);  for (Integer value : list) {  Subsets(A, value + 1, index);  }  }  // Insert the current cumulative sum and index into the HashMap  insert(hashMap, sum\_so\_far, index);  }  }  public static void main(String[] args) {  // Scanner for user input  Scanner s = new Scanner(System.in);  // Prompt for the number of elements in the array  System.out.println("Input number of elements of the array: ");  int n = s.nextInt();  // Prompt for entering array elements in number format  System.out.println("Input number format: 2 3 4 5: ");  int arr[] = new int[n];  // Prompt for entering array elements  System.out.println("Enter elements:");  for (int i = 0; i < n; i++)  arr[i] = s.nextInt();  // Prompt for entering the target sum  System.out.println("Enter target sum:");  int sum = s.nextInt();  // Create a copy of the original array  int A[] = Arrays.copyOf(arr, arr.length);  // Print the Code set (subsets with the given sum)  System.out.println("A Code set is:");  Subsets(A, sum);  // Exit the program  System.exit(0);  }  } |

Output:

![A white background with blue text

AI-generated content may be incorrect.](data:image/png;base64,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)

210. Write a Java program to match any single character (use ?) or any sequence of characters (use \*) including empty. The matching should cover the entire input string.

*Expected Output:*

Enter a string

bb

Enter a pattern

b\*

Yes

Code:

|  |
| --- |
| import java.util.\*;  public class PatternMatching {    // Method for wildcard pattern matching  static boolean pattern\_match(String string, String pattern) {  // i measures the length of the string  int i = 0;  // j measures the length of the pattern  int j = 0;  int star\_index = -1;  int i\_index = -1;  while (i < string.length()) {  // If '?' matches the ith character of the string or if the jth character of the  // pattern matches the ith character of the string. e.g. (a & ?), (ab & ab)  if (j < pattern.length() && (pattern.charAt(j) == '?' || pattern.charAt(j) == string.charAt(i))) {  ++i;  ++j;  }  // Counts '\*' characters of the pattern when the count of the string is not  // completed yet. e.g. (a & \*\*\*), (abb & ab\*\*\*\*)  else if (j < pattern.length() && pattern.charAt(j) == '\*') {  star\_index = j;  i\_index = i;  j++;  }  // Counts the characters of the string which are left out once a '\*' of the pattern  // gets counted e.g. (xayb & \*a\*b), (a & \*\*\*), (abcd & ab\*), (aa & ?\*\*)  else if (star\_index != -1) {  j = star\_index + 1;  i = i\_index + 1;  i\_index++;  }  // If the characters of the string and pattern don't match  // e.g. (xy & ab), (abxy & ab)  else {  return false;  }  }  // Counts the '\*' characters of the pattern when the characters before the '\*' characters  // of the pattern completely match the string and both are of the same length  // (apart from the '\*' characters of the pattern)  // e.g. (ab and ab\*\*), (aa and ??\*\*)  while (j < pattern.length() && pattern.charAt(j) == '\*') {  ++j;  }  return j == pattern.length();  }  public static void main(String args[]) {  String str, pat;  Scanner in = new Scanner(System.in);  System.out.println("Enter a string");  str = in.nextLine();  System.out.println("Enter a pattern");  pat = in.nextLine();  if (pattern\_match(str, pat))  System.out.println("Yes");  else  System.out.println("No");  }  } |

Output:

![A screenshot of a computer

AI-generated content may be incorrect.](data:image/png;base64,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)

211. Write a Java program to find the heights of the top three buildings in descending order from eight given buildings.

Input:

0 ≤ height of building (integer) ≤ 10,000

*Expected Output:*

Input the heights of eight buildings:

25 19 23 45 18 23 24 19

Heights of the top three buildings:

45

25

24

Code:

|  |
| --- |
| import java.util.\*;  public class Main {  public static void main(String[] args) {  // Creating a Scanner object for user input  Scanner sc = new Scanner(System.in);  // Array to store the heights of eight buildings  int[] t = new int[8];  // Prompting the user to input the heights of eight buildings  System.out.println("Input the heights of eight buildings:");  for (int i = 0; i < 8; i++) {  t[i] = sc.nextInt();  }  // Sorting the array of building heights in ascending order  Arrays.sort(t);  // Displaying the heights of the top three buildings in descending order  System.out.println("\nHeights of the top three buildings:");  for (int i = 7; i >= 5; i--) {  System.out.println(t[i]);  }  }  } |

Output:
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212. Write a Java program to compute the digit number of the sum of two given integers.

Input:

Each test case consists of two non-negative integers a and b which are separated by a space in a line. 0 ≤ a, b ≤ 1,000,000

*Expected Output:*

Input two integers(a b):

13 25

Digit number of sum of said two integers:

2

Code:

|  |
| --- |
| import java.util.\*;  public class Main {  public static void main(String[] args) {  // Prompting the user to input two integers (a and b)  System.out.println("Input two integers(a b):");  // Creating a Scanner object for user input  Scanner stdIn = new Scanner(System.in);  // Reading the values of integers a and b from user input  int a = stdIn.nextInt();  int b = stdIn.nextInt();  // Calculating the sum of integers a and b  int sum = a + b;  // Initializing a variable to count the number of digits in the sum  int count = 0;  // Counting the number of digits in the sum using a while loop  while (sum != 0) {  sum /= 10;  ++count;  }  // Displaying the digit number of the sum of the two integers  System.out.println("Digit number of sum of said two integers:");  System.out.println(count);  }  } |

Output:
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AI-generated content may be incorrect.](data:image/png;base64,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)

213. Write a Java program to check whether three given lengths (integers) of three sides form a right triangle. Print "Yes" if the given sides form a right triangle otherwise print "No".

Input:

Each test case consists of two non-negative integers a and b which are separated by a space in a line. 0 ≤ a, b ≤ 1,000,000

*Expected Output:*

Input three integers(sides of a triangle)

6 9 12

If the given sides form a right triangle?

No

Code:

|  |
| --- |
| import java.util.Arrays;  import java.util.Comparator;  import java.util.Scanner;  class Main {  // Creating a Scanner object for user input  Scanner sc = new Scanner(System.in);  // Method to execute the main functionality  public void run() {  // Prompting the user to input three integers (sides of a triangle)  System.out.println("Input three integers(sides of a triangle)");  // Reading three integers and storing them in an array  int[] int\_num = new int[]{  sc.nextInt(), sc.nextInt(), sc.nextInt()  };  // Sorting the array of integers in ascending order  Arrays.sort(int\_num);  // Checking if the given sides form a right triangle  System.out.println("If the given sides form a right triangle?");  ln((int\_num[2] \* int\_num[2] == int\_num[0] \* int\_num[0] + int\_num[1] \* int\_num[1]) ? "Yes" : "No");  }  // Main method to create an instance of the class and run the program  public static void main(String[] args) {  new Main().run();  }  // Method for printing without a newline  public static void pr(Object o) {  System.out.print(o);  }  // Method for printing with a newline  public static void ln(Object o) {  System.out.println(o);  }  // Method for printing an empty line  public static void ln() {  System.out.println();  }  } |

Output:
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AI-generated content may be incorrect.](data:image/png;base64,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)

214. Write a Java program which solve the equation:  
ax+by=c  
dx+ey=f  
Print the values of x, y where a, b, c, d, e and f are given.

Input:

a,b,c,d,e,f separated by a single space.  
(-1,000 ≤ a,b,c,d,e,f ≤ 1,000)

*Expected Output:*

Input the value of a, b, c, d, e, f:

5 6 8 9 7 4

-1.684 2.737

Code:

|  |
| --- |
| import java.math.BigDecimal;  import java.util.\*;  public class Main {  public static void main(String[] args) {  // Creating a Scanner object for user input  Scanner sc = new Scanner(System.in);  // Creating ArrayDeque to store Double values for x and y  ArrayDeque<Double>x = new ArrayDeque<>();  ArrayDeque<Double> y = new ArrayDeque<>();  // Prompting the user to input the values of a, b, c, d, e, f  System.out.println("Input the value of a, b, c, d, e, f:");  // Reading values for coefficients a, b, c, d, e, f  int a = sc.nextInt();  int b = sc.nextInt();  int c = sc.nextInt();  int d = sc.nextInt();  int e = sc.nextInt();  int f = sc.nextInt();  // Calculating values for variables s and t  double t = (double) (d \* c - a \* f) / (d \* b - a \* e);  double s = (double) (c - t \* b) / a;  // Pushing the calculated values of x and y into the respective Deques  x.push(s);  y.push(t);  // Getting the size of the Deques  int num = x.size();  // Iterating through the Deques to print the results with rounded values  for (int i = 0; i < num; i++) {  BigDecimal bdx = new BigDecimal(x.pollLast());  BigDecimal bdy = new BigDecimal(y.pollLast());  BigDecimal ansx = bdx.setScale(4, BigDecimal.ROUND\_HALF\_UP);  BigDecimal ansy = bdy.setScale(4, BigDecimal.ROUND\_HALF\_UP);  // Printing the rounded values of x and y  System.out.printf("%.3f", ansx.doubleValue());  System.out.print(" ");  System.out.printf("%.3f", ansy.doubleValue());  System.out.println();  }  }  } |

Output:
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AI-generated content may be incorrect.](data:image/png;base64,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)

215. Write a Java program to compute the debt amount in n months. Monthly, the loan adds 4% interest to the $100,000 borrowed and rounds it to the nearest 1,000.

Input:

An integer n (0 ≤ n ≤ 100)

*Expected Output:*

Input number of months:

6

Amount of debt:

129000

Code:

|  |
| --- |
| import java.util.Scanner;  public class Main {  public static void main(String[] args) {  // Creating a Scanner object for user input  Scanner s = new Scanner(System.in);  // Prompting the user to input the number of months  System.out.println("Input number of months:");  // Reading the number of months from the user  int n = s.nextInt();  // Initializing the principal amount (initial debt) to 100,000  double c = 100000;  // Looping through each month to calculate the debt amount  for (int i = 0; i < n; i++) {  // Calculating the new debt amount after adding 4% interest  c += c \* 0.04;  // Checking if the debt amount is not a multiple of 1000  if (c % 1000 != 0) {  // Reducing the debt amount to the nearest multiple of 1000  c -= c % 1000;  // Adding 1000 to the debt amount  c += 1000;  }  }  // Printing the final debt amount without decimal places  System.out.println("\nAmount of debt: ");  System.out.printf("%.0f\n", c);  }  } |

Output:

![A white background with blue text

AI-generated content may be incorrect.](data:image/png;base64,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)

216. Write a Java program which reads an integer n and finds the number of combinations of a,b,c and d (0 ≤ a,b,c,d ≤ 9) where (a + b + c + d) equals n.

Input:

a,b,c,d,e,f separated by a single space.  
(-1,000 ≤ a,b,c,d,e,f ≤ 1,000)

*Expected Output:*

Input the number(n):

5

Number of combinations of a, b, c and d :

56

Code:

|  |
| --- |
| import java.util.Scanner;  public class Main {  public static void main(String[] args) {  // Prompting the user to input the number (n)  System.out.println("Input the number(n):");  // Creating a Scanner object for user input  Scanner s = new Scanner(System.in);  // Reading the input number (n) from the user  int c = s.nextInt();  // Calling the check method to find the number of combinations  int ans = check(c);  // Displaying the number of combinations of a, b, c, and d  System.out.println("Number of combinations of a, b, c, and d :");  System.out.println(ans);  }  // Method to check the number of combinations  static int check(int c) {  // Initializing a counter for combinations  int ctr = 0;  // Nested loops to iterate through all possible combinations of a, b, c, and d  for (int i = 0; i < 10; i++) {  for (int j = 0; j < 10; j++) {  for (int k = 0; k < 10; k++) {  for (int l = 0; l < 10; l++) {  // Checking if the sum of a, b, c, and d equals the input number (n)  if (i + j + k + l == c) {  // Incrementing the counter for valid combinations  ctr++;  }  }  }  }  }  // Returning the total number of combinations  return ctr;  }  } |

Output:

![A close-up of a computer screen

AI-generated content may be incorrect.](data:image/png;base64,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)

217. Write a Java program to print the number of prime numbers less than or equal to a given integer.

Input:

n (1 ≤ n ≤ 999,999)

*Expected Output:*

Input the number(n):

1235

Number of prime numbers which are less than or equal to n.:

202

Code:

|  |
| --- |
| import java.util.Scanner;  public class Main {  public static void main(String[] args) {  // Prompting the user to input the number (n)  System.out.println("Input the number(n):");  // Creating a Scanner object for user input  Scanner s = new Scanner(System.in);  // Reading the input number (n) from the user  int c = s.nextInt();  // Calling the check method to find the number of prime numbers  int ans = check(c);  // Displaying the number of prime numbers which are less than or equal to n  System.out.println("Number of prime numbers which are less than or equal to n:");  System.out.println(ans);  }  // Method to check the number of prime numbers  static int check(int c) {  // Creating a boolean array to mark numbers as prime or not  boolean[] prime = new boolean[c + 1];  // Initializing a counter for prime numbers  int count = 0;  // Loop to mark non-prime numbers in the array  for (int i = 2; i <= Math.sqrt(c); i++) {  for (int j = i + i; j <= c; j += i) {  prime[j] = true;  }  }  // Counting the number of prime numbers  for (int i = 2; i <= c; i++) {  if (!prime[i]) {  count++;  }  }  // Returning the total number of prime numbers  return count;  }  } |

Output:

![A white background with blue text

AI-generated content may be incorrect.](data:image/png;base64,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)

218. Write a Java program to compute the radius and central coordinates (x, y) of a circle constructed from three given points on the plane surface.

Input:

x1, y1, x2, y2, x3, y3 separated by a single space.

*Expected Output:*

Input x1, y1, x2, y2, x3, y3 separated by a single space:

5 6 4 8 7 9

Radius and the central coordinate:

1.821 (5.786 7.643)

Code:

|  |
| --- |
| // Importing necessary classes for input/output operations  import java.io.IOException;  import java.io.InputStreamReader;  import java.io.BufferedReader;  // Main class named "Main"  class Main {  // Main method with IOException in case of input error  public static void main(String[] args) throws IOException {  // Creating BufferedReader for efficient reading of input  BufferedReader br = new BufferedReader(new InputStreamReader(System.in));  // Prompting the user to input coordinates x1, y1, x2, y2, x3, y3 separated by a single space  System.out.println("Input x1, y1, x2, y2, x3, y3 separated by a single space:");  // Reading the input line and splitting it into an array of strings  String[] input = br.readLine().split(" ");  // Parsing the input strings into double values  double x1 = Double.parseDouble(input[0]);  double y1 = Double.parseDouble(input[1]);  double x2 = Double.parseDouble(input[2]);  double y2 = Double.parseDouble(input[3]);  double x3 = Double.parseDouble(input[4]);  double y3 = Double.parseDouble(input[5]);  // Calculating intermediate values for further computations  double A = x2 - x1;  double B = y2 - y1;  double p = (y2 \* y2 - y1 \* y1 + x2 \* x2 - x1 \* x1) / 2;  double C = x3 - x1;  double D = y3 - y1;  double q = (y3 \* y3 - y1 \* y1 + x3 \* x3 - x1 \* x1) / 2;  // Calculating the coordinates of the center (X, Y) and the radius (r) of the circle  double X = (D \* p - B \* q) / (A \* D - B \* C);  double Y = (A \* q - C \* p) / (A \* D - B \* C);  double r = Math.sqrt(Math.pow(X - x1, 2.0) + Math.pow(Y - y1, 2.0));  // Displaying the radius and the central coordinate of the circle  System.out.println("\nRadius and the central coordinate:");  System.out.printf("%.3f (%.3f %.3f)", r, X, Y);  }  } |

Output: